Harvard Data Science Professional - Data Science Inference and Modeling

# Learning Objectives

* The concepts necessary to define estimates and margins of errors of populations, parameters, estimates, and standard errors in order to make predictions about data
* How to use models to aggregate data from different sources
* The very basics of Bayesian statistics and predictive modeling

## Course Overview

### Section 1: Parameters and Estimates

You will learn how to estimate population parameters.

### Section 2: The Central Limit Theorem in Practice

You will apply the central limit theorem to assess how close a sample estimate is to the population parameter of interest.

### Section 3: Confidence Intervals and p-Values

You will learn how to calculate confidence intervals and learn about the relationship between confidence intervals and p-values.

### Section 4: Statistical Models

You will learn about statistical models in the context of election forecasting.

### Section 5: Bayesian Statistics

You will learn about Bayesian statistics through looking at examples from rare disease diagnosis and baseball.

### Section 6: Election Forecasting

You will learn about election forecasting, building on what you’ve learned in the previous sections about statistical modeling and Bayesian statistics.

### Section 7: Association Tests

You will learn how to use association and chi-squared tests to perform inference for binary, categorical, and ordinal data through an example looking at research funding rates.

## Introduction to Inference

The textbook for this section is available [here](https://rafalab.github.io/dsbook/inference.html#polls).

In this course, we will learn:

* *statistical inference*, the process of deducing characteristics of a population using data from a random sample
* the statistical concepts necessary to define *estimates* and *margins of errors*
* how to *forecast future results* and estimate the precision of our forecast
* how to calculate and interpret *confidence intervals and p-values*

**Key points**

* Information gathered from a small random sample can be used to infer characteristics of the entire population.
* Opinion polls are useful when asking everyone in the population is impossible.
* A common use for opinion polls is determining voter preferences in political elections for the purposes of forecasting election results.
* The *spread* of a poll is the estimated difference between support two candidates or options.

# Section 1 Overview

Section 1 introduces you to parameters and estimates.

After completing Section 1, you will be able to:

* Understand how to use a sampling model to perform a poll.
* Explain the terms **population**, **parameter**, and **sample** as they relate to statistical inference.
* Use a sample to estimate the population proportion from the sample average.
* Calculate the expected value and standard error of the sample average.

## Sampling Model Parameters and Estimates

The textbook for this section is available [here](https://rafalab.github.io/dsbook/inference.html#the-sampling-model-for-polls) and [here; first part](https://rafalab.github.io/dsbook/inference.html#populations-samples-parameters-and-estimates).

**Key points**

* The task of statistical inference is to estimate an unknown population parameter using observed data from a sample.
* In a sampling model, the collection of elements in the urn is called the *population*.
* A *parameter* is a number that summarizes data for an entire population.
* A *sample* is observed data from a subset of the population.
* An *estimate* is a summary of the observed data about a parameter that we believe is informative. It is a data-driven guess of the population parameter.
* We want to predict the proportion of the blue beads in the urn, the parameter . The proportion of red beads in the urn is and the *spread* is .
* The sample proportion is a random variable. Sampling gives random results drawn from the population distribution.

*Code: Function for taking a random draw from a specific urn*

The **dslabs** package includes a function for taking a random draw of size from the urn:

if(!require(tidyverse)) install.packages("tidyverse")

## Loading required package: tidyverse

## Warning: package 'tidyverse' was built under R version 3.6.3

## -- Attaching packages --------------------------------------- tidyverse 1.3.0 --

## v ggplot2 3.3.5 v purrr 0.3.4  
## v tibble 3.1.0 v dplyr 1.0.5  
## v tidyr 1.1.3 v stringr 1.4.0  
## v readr 1.3.1 v forcats 0.5.0

## Warning: package 'tibble' was built under R version 3.6.3

## Warning: package 'tidyr' was built under R version 3.6.3

## Warning: package 'readr' was built under R version 3.6.3

## Warning: package 'purrr' was built under R version 3.6.3

## Warning: package 'dplyr' was built under R version 3.6.3

## Warning: package 'forcats' was built under R version 3.6.3

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

if(!require(dslabs)) install.packages("dslabs")

## Loading required package: dslabs

## Warning: package 'dslabs' was built under R version 3.6.3

library(tidyverse)  
library(dslabs)  
take\_poll(25) # draw 25 beads
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## The Sample Average

The textbook for this section is available [here](https://rafalab.github.io/dsbook/inference.html#the-sample-average) and [here](https://rafalab.github.io/dsbook/inference.html#parameters).

**Key points**

* Many common data science tasks can be framed as estimating a parameter from a sample.
* We illustrate statistical inference by walking through the process to estimate . From the estimate of , we can easily calculate an estimate of the spread, .
* Consider the random variable that is 1 if a blue bead is chosen and 0 if a red bead is chosen. The proportion of blue beads in draws is the average of the draws .
* is the *sample average*. In statistics, a bar on top of a symbol denotes the average. is a random variable because it is the average of random draws - each time we take a sample, is different.
* The number of blue beads drawn in N draws, , is times the proportion of values in the urn. However, we do not know the true proportion: we are trying to estimate this parameter .

## Polling versus Forecasting

The textbook for this section is available [here](https://rafalab.github.io/dsbook/inference.html#polling-versus-forecasting).

**Key points**

* A poll taken in advance of an election estimates for that moment, not for election day.
* In order to predict election results, forecasters try to use early estimates of to predict on election day. We discuss some approaches in later sections.

## Properties of Our Estimate

The textbook for this section is available [here](https://rafalab.github.io/dsbook/inference.html#properties-of-our-estimate-expected-value-and-standard-error).

**Key points**

* When interpreting values of , it is important to remember that is a random variable with an expected value and standard error that represents the sample proportion of positive events.
* The expected value of is the parameter of interest . This follows from the fact that is the sum of independent draws of a random variable times a constant .
* As the number of draws increases, the standard error of our estimate decreases. The standard error of the average of over draws is:
* In theory, we can get more accurate estimates of by increasing . In practice, there are limits on the size of due to costs, as well as other factors we discuss later.
* We can also use other random variable equations to determine the expected value of the sum of draws and standard error of the sum of draws .

## Assessment - Parameters and Estimates

1. Suppose you poll a population in which a proportion of voters are Democrats and are Republicans.

Your sample size is . Consider the random variable , which is the **total** number of Democrats in your sample.

What is the expected value of this random variable ?

* ☐ A.
* ☒ B.
* ☐ C.
* ☐ D.

1. Again, consider the random variable , which is the **total** number of Democrats in your sample of 25 voters.

The variable describes the proportion of Democrats in the sample, whereas describes the proportion of Republicans.

What is the standard error of ?

* ☐ A.
* ☐ B.
* ☐ C.
* ☒ D.

1. Consider the random variable , which is equivalent to the sample average that we have been denoting as .

The variable represents the sample size and is the proportion of Democrats in the population.

What is the expected value of ?

* ☒ A.
* ☐ B.
* ☐ C.
* ☐ D.

1. What is the standard error of the sample average, ?

The variable represents the sample size and is the proportion of Democrats in the population.

* ☐ A.
* ☒ B.
* ☐ C.
* ☐ D.

1. Write a line of code that calculates the standard error se of a sample average when you poll 25 people in the population.

Generate a sequence of 100 proportions of Democrats p that vary from 0 (no Democrats) to 1 (all Democrats).

Plot se versus p for the 100 different proportions.

# `N` represents the number of people polled  
N <- 25  
  
# Create a variable `p` that contains 100 proportions ranging from 0 to 1 using the `seq` function  
p <- seq(0, 1, length.out = 100)  
  
# Create a variable `se` that contains the standard error of each sample average  
se <- sqrt(p \* (1 - p)/N)  
  
# Plot `p` on the x-axis and `se` on the y-axis  
plot(p,se)
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1. Using the same code as in the previous exercise, create a for-loop that generates three plots of p versus se when the sample sizes equal , , and .

# The vector `p` contains 100 proportions of Democrats ranging from 0 to 1 using the `seq` function  
p <- seq(0, 1, length = 100)  
  
# The vector `sample\_sizes` contains the three sample sizes  
sample\_sizes <- c(25, 100, 1000)  
  
# Write a for-loop that calculates the standard error `se` for every value of `p` for each of the three samples sizes `N` in the vector `sample\_sizes`. Plot the three graphs, using the `ylim` argument to standardize the y-axis across all three plots.  
for (N in sample\_sizes)  
{  
se <- sqrt(p \* (1 - p)/N)  
plot(p,se,ylim = c(0,0.1))  
}
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1. Our estimate for the difference in proportions of Democrats and Republicans is .

Which derivation correctly uses the rules we learned about sums of random variables and scaled random variables to derive the expected value of

* ☐ A.
* ☐ B.
* ☐ C.
* ☒ D.

1. Our estimate for the difference in proportions of Democrats and Republicans is .

Which derivation correctly uses the rules we learned about sums of random variables and scaled random variables to derive the standard error of ?

* ☐ A.
* ☐ B.
* ☒ C.
* ☐ D.

1. Say the actual proportion of Democratic voters is .

In this case, the Republican party is winning by a relatively large margin of , or a 10% margin of victory. What is the standard error of the spread in this case?

# `N` represents the number of people polled  
N <- 25  
  
# `p` represents the proportion of Democratic voters  
p <- 0.45  
  
# Calculate the standard error of the spread. Print this value to the console.  
2\*sqrt((p\*(1-p)/N))

## [1] 0.1989975

1. So far we have said that the difference between the proportion of Democratic voters and Republican voters is about 10% and that the standard error of this spread is about 0.2 when .

Select the statement that explains why this sample size is sufficient or not.

* ☐ A. This sample size is sufficient because the expected value of our estimate is so our prediction will be right on.
* ☒ B. This sample size is too small because the standard error is larger than the spread.
* ☐ C. This sample size is sufficient because the standard error of about 0.2 is much smaller than the spread of 10%.
* ☐ D. Without knowing p, we have no way of knowing that increasing our sample size would actually improve our standard error.

# Section 2 Overview

In Section 2, you will look at the Central Limit Theorem in practice.

After completing Section 2, you will be able to:

* Use the Central Limit Theorem to calculate the probability that a sample estimate is close to the population proportion .
* Run a Monte Carlo simulation to corroborate theoretical results built using probability theory.
* Estimate the spread based on estimates of and .
* Understand why bias can mean that larger sample sizes aren’t necessarily better.

## The Central Limit Theorem in Practice

The textbook for this section is available [here](https://rafalab.github.io/dsbook/inference.html#clt).

**Key points**

* Because is the sum of random draws divided by a constant, the distribution of is approximately normal.
* We can convert to a standard normal random variable :
* The probability that is within .01 of the actual value of is:
* The Central Limit Theorem (CLT) still works if is used in place of . This is called a *plug-in estimate*. Hats over values denote estimates. Therefore:

Using the CLT, the probability that is within .01 of the actual value of is:

*Code: Computing the probability of being within .01 of*

X\_hat <- 0.48  
se <- sqrt(X\_hat\*(1-X\_hat)/25)  
pnorm(0.01/se) - pnorm(-0.01/se)

## [1] 0.07971926

## Margin of Error

The textbook for this section is available [here](https://rafalab.github.io/dsbook/inference.html#clt).

**Key points**

* The *margin of error* is defined as 2 times the standard error of the estimate .
* There is about a 95% chance that will be within two standard errors of the actual parameter .

## A Monte Carlo Simulation for the CLT

The textbook for this section is available [here](https://rafalab.github.io/dsbook/inference.html#a-monte-carlo-simulation).

**Key points**

* We can run Monte Carlo simulations to compare with theoretical results assuming a value of .
* In practice, is unknown. We can corroborate theoretical results by running Monte Carlo simulations with one or several values of .
* One practical choice for when modeling is , the observed value of in a sample.

*Code: Monte Carlo simulation using a set value of p*

p <- 0.45 # unknown p to estimate  
N <- 1000  
  
# simulate one poll of size N and determine x\_hat  
x <- sample(c(0,1), size = N, replace = TRUE, prob = c(1-p, p))  
x\_hat <- mean(x)  
  
# simulate B polls of size N and determine average x\_hat  
B <- 10000 # number of replicates  
N <- 1000 # sample size per replicate  
x\_hat <- replicate(B, {  
 x <- sample(c(0,1), size = N, replace = TRUE, prob = c(1-p, p))  
 mean(x)  
})

*Code: Histogram and QQ-plot of Monte Carlo results*

if(!require(gridExtra)) install.packages("gridExtra")

## Loading required package: gridExtra

##   
## Attaching package: 'gridExtra'

## The following object is masked from 'package:dplyr':  
##   
## combine

library(gridExtra)  
p1 <- data.frame(x\_hat = x\_hat) %>%  
 ggplot(aes(x\_hat)) +  
 geom\_histogram(binwidth = 0.005, color = "black")  
p2 <- data.frame(x\_hat = x\_hat) %>%  
 ggplot(aes(sample = x\_hat)) +  
 stat\_qq(dparams = list(mean = mean(x\_hat), sd = sd(x\_hat))) +  
 geom\_abline() +  
 ylab("X\_hat") +  
 xlab("Theoretical normal")  
grid.arrange(p1, p2, nrow=1)
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## The Spread

The textbook for this section is available [here](https://rafalab.github.io/dsbook/inference.html#the-spread).

**Key points**

* The spread between two outcomes with probabilities and is .
* The expected value of the spread is .
* The standard error of the spread is .
* The margin of error of the spread is 2 times the margin of error of .

## Bias: Why Not Run a Very Large Poll?

The textbook for this section is available [here](https://rafalab.github.io/dsbook/inference.html#bias-why-not-run-a-very-large-poll).

**Key points**

* An extremely large poll would theoretically be able to predict election results almost perfectly.
* These sample sizes are not practical. In addition to cost concerns, polling doesn’t reach everyone in the population (eventual voters) with equal probability, and it also may include data from outside our population (people who will not end up voting).
* These systematic errors in polling are called *bias*. We will learn more about bias in the future.

*Code: Plotting margin of error in an extremely large poll over a range of values of p*

N <- 100000  
p <- seq(0.35, 0.65, length = 100)  
SE <- sapply(p, function(x) 2\*sqrt(x\*(1-x)/N))  
data.frame(p = p, SE = SE) %>%  
 ggplot(aes(p, SE)) +  
 geom\_line()
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## Assessment - Introduction to Inference

1. Write function called take\_sample that takes the proportion of Democrats and the sample size as arguments and returns the sample average of Democrats (1) and Republicans (0).

Calculate the sample average if the proportion of Democrats equals 0.45 and the sample size is 100.

# Write a function called `take\_sample` that takes `p` and `N` as arguements and returns the average value of a randomly sampled population.  
take\_sample <- function(p, N) {  
 x <- sample(c(0,1), size = N, replace = TRUE, prob = c(1-p, p))  
 return(mean(x))  
}  
  
# Use the `set.seed` function to make sure your answer matches the expected result after random sampling  
set.seed(1)  
  
# Define `p` as the proportion of Democrats in the population being polled  
p <- 0.45  
  
# Define `N` as the number of people polled  
N <- 100  
  
# Call the `take\_sample` function to determine the sample average of `N` randomly selected people from a population containing a proportion of Democrats equal to `p`. Print this value to the console.  
take\_sample(p, N)

## [1] 0.46

1. Assume the proportion of Democrats in the population equals 0.45 and that your sample size is 100 polled voters.

The take\_sample function you defined previously generates our estimate, .

Replicate the random sampling 10,000 times and calculate for each random sample. Save these differences as a vector called errors. Find the average of errors and plot a histogram of the distribution.

# Define `p` as the proportion of Democrats in the population being polled  
p <- 0.45  
  
# Define `N` as the number of people polled  
N <- 100  
  
# The variable `B` specifies the number of times we want the sample to be replicated  
B <- 10000  
  
# Use the `set.seed` function to make sure your answer matches the expected result after random sampling  
set.seed(1)  
  
# Create an objected called `errors` that replicates subtracting the result of the `take\_sample` function from `p` for `B` replications  
errors <- replicate(B, p - take\_sample(p, N))  
  
# Calculate the mean of the errors. Print this value to the console.  
mean(errors)

## [1] -4.9e-05

hist(errors)
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1. In the last exercise, you made a vector of differences between the actual value for and an estimate, .

We called these differences between the actual and estimated values errors.

The errors object has already been loaded for you. Use the hist function to plot a histogram of the values contained in the vector errors. Which statement best describes the distribution of the errors?

* ☐ A. The errors are all about 0.05.
* ☐ B. The errors are all about -0.05.
* ☒ C. The errors are symmetrically distributed around 0.
* ☐ D. The errors range from -1 to 1.

1. The error is a random variable.

In practice, the error is not observed because we do not know the actual proportion of Democratic voters, . However, we can describe the size of the error by constructing a simulation.

What is the average size of the error if we define the size by taking the absolute value ?

# Define `p` as the proportion of Democrats in the population being polled  
p <- 0.45  
  
# Define `N` as the number of people polled  
N <- 100  
  
# The variable `B` specifies the number of times we want the sample to be replicated  
B <- 10000  
  
# Use the `set.seed` function to make sure your answer matches the expected result after random sampling  
set.seed(1)  
  
# We generated `errors` by subtracting the estimate from the actual proportion of Democratic voters  
errors <- replicate(B, p - take\_sample(p, N))  
  
# Calculate the mean of the absolute value of each simulated error. Print this value to the console.  
mean(abs(errors))

## [1] 0.039267

1. The standard error is related to the typical **size** of the error we make when predicting.

We say **size** because, as we just saw, the errors are centered around 0. In that sense, the typical error is 0. For mathematical reasons related to the central limit theorem, we actually use the standard deviation of errors rather than the average of the absolute values.

As we have discussed, the standard error is the square root of the average squared distance . The standard deviation is defined as the square root of the distance squared.

Calculate the standard deviation of the spread.

# Define `p` as the proportion of Democrats in the population being polled  
p <- 0.45  
  
# Define `N` as the number of people polled  
N <- 100  
  
# The variable `B` specifies the number of times we want the sample to be replicated  
B <- 10000  
  
# Use the `set.seed` function to make sure your answer matches the expected result after random sampling  
set.seed(1)  
  
# We generated `errors` by subtracting the estimate from the actual proportion of Democratic voters  
errors <- replicate(B, p - take\_sample(p, N))  
  
# Calculate the standard deviation of `errors`  
sqrt(mean(errors^2))

## [1] 0.04949939

1. The theory we just learned tells us what this standard deviation is going to be because it is the standard error of .

Estimate the standard error given an expected value of 0.45 and a sample size of 100.

# Define `p` as the expected value equal to 0.45  
p <- 0.45  
  
# Define `N` as the sample size  
N <- 100  
  
# Calculate the standard error  
sqrt(p\*(1-p)/N)

## [1] 0.04974937

1. In practice, we don’t know , so we construct an estimate of the theoretical prediction based by plugging in for . Calculate the standard error of the estimate:

# Define `p` as a proportion of Democratic voters to simulate  
p <- 0.45  
  
# Define `N` as the sample size  
N <- 100  
  
# Use the `set.seed` function to make sure your answer matches the expected result after random sampling  
set.seed(1)  
  
# Define `X` as a random sample of `N` voters with a probability of picking a Democrat ('1') equal to `p`  
X <- sample(c(0,1), size = N, replace = TRUE, prob = c(1-p, p))  
  
# Define `X\_bar` as the average sampled proportion  
X\_bar <- mean(X)  
  
# Calculate the standard error of the estimate. Print the result to the console.  
se <- sqrt((X\_bar\*(1-X\_bar)/N))  
se

## [1] 0.04983974

1. The standard error estimates obtained from the Monte Carlo simulation, the theoretical prediction, and the estimate of the theoretical prediction are all very close, which tells us that the theory is working.

This gives us a practical approach to knowing the typical error we will make if we predict with . The theoretical result gives us an idea of how large a sample size is required to obtain the precision we need. Earlier we learned that the largest standard errors occur for .

Create a plot of the largest standard error for ranging from 100 to 5,000.

N <- seq(100, 5000, len = 100)  
p <- 0.5  
se <- sqrt(p\*(1-p)/N)  
plot(se, N)
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Based on this plot, how large does the sample size have to be to have a standard error of about 1%?

* ☐ A. 100
* ☐ B. 500
* ☒ C. 2,500
* ☐ D. 4,000

1. For , the central limit theorem tells us that the distribution of is…

* ☐ A. practically equal to .
* ☒ B. approximately normal with expected value and standard error .
* ☐ C. approximately normal with expected value and standard error .
* ☐ D. not a random variable.

1. We calculated a vector errors that contained, for each simulated sample, the difference between the actual value p and our estimate .

The errors are:

* ☐ A. practically equal to 0.
* ☒ B. approximately normal with expected value 0 and standard error .
* ☐ C. approximately normal with expected value p and standard error .
* ☐ D. not a random variable.

1. Make a qq-plot of the errors you generated previously to see if they follow a normal distribution.

# Define `p` as the proportion of Democrats in the population being polled  
p <- 0.45  
  
# Define `N` as the number of people polled  
N <- 100  
  
# The variable `B` specifies the number of times we want the sample to be replicated  
B <- 10000  
  
# Use the `set.seed` function to make sure your answer matches the expected result after random sampling  
set.seed(1)  
  
# Generate `errors` by subtracting the estimate from the actual proportion of Democratic voters  
errors <- replicate(B, p - take\_sample(p, N))  
  
# Generate a qq-plot of `errors` with a qq-line showing a normal distribution  
qqnorm(errors)  
qqline(errors)
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1. If and , use the central limit theorem to estimate the probability that .

# Define `p` as the proportion of Democrats in the population being polled  
p <- 0.45  
  
# Define `N` as the number of people polled  
N <- 100  
  
# Calculate the probability that the estimated proportion of Democrats in the population is greater than 0.5. Print this value to the console.  
  
1-pnorm(0.5, p, sqrt(p\*(1-p)/N))

## [1] 0.1574393

1. Assume you are in a practical situation and you don’t know .

Take a sample of size and obtain a sample average of .

What is the CLT approximation for the probability that your error size is equal or larger than 0.01?

# Define `N` as the number of people polled  
N <-100  
  
# Define `X\_hat` as the sample average  
X\_hat <- 0.51  
  
# Define `se\_hat` as the standard error of the sample average  
se\_hat <- sqrt(X\_hat\*(1-X\_hat)/N)  
  
# Calculate the probability that the error is 0.01 or larger  
1-pnorm(0.01,0,se\_hat) + pnorm(-0.01,0,se\_hat)

## [1] 0.8414493

# Section 3 Overview

In Section 3, you will look at confidence intervals and p-values.

After completing Section 3, you will be able to:

* Calculate confidence intervals of difference sizes around an estimate.
* Understand that a confidence interval is a random interval with the given probability of falling on top of the parameter.
* Explain the concept of “power” as it relates to inference.
* Understand the relationship between p-values and confidence intervals and explain why reporting confidence intervals is often preferable.

## Confidence Intervals

The textbook for this section is available [here](https://rafalab.github.io/dsbook/inference.html#confidence-intervals).

**Key points**

* We can use statistical theory to compute the probability that a given interval contains the true parameter .
* 95% confidence intervals are intervals constructed to have a 95% chance of including . The margin of error is approximately a 95% confidence interval.
* The start and end of these confidence intervals are random variables.
* To calculate any size confidence interval, we need to calculate the value for which equals the desired confidence. For example, a 99% confidence interval requires calculating for .
* For a confidence interval of size , we solve for .
* To determine a 95% confidence interval, use z <- qnorm(0.975). This value is slightly smaller than 2 times the standard error.

*Code: geom\_smooth confidence interval example*

The shaded area around the curve is related to the concept of confidence intervals.

data("nhtemp")  
data.frame(year = as.numeric(time(nhtemp)), temperature = as.numeric(nhtemp)) %>%  
 ggplot(aes(year, temperature)) +  
 geom\_point() +  
 geom\_smooth() +  
 ggtitle("Average Yearly Temperatures in New Haven")

## `geom\_smooth()` using method = 'loess' and formula 'y ~ x'
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*Code: Monte Carlo simulation of confidence intervals*

Note that to compute the exact 95% confidence interval, we would use qnorm(.975)\*SE\_hat instead of 2\*SE\_hat.

p <- 0.45  
N <- 1000  
X <- sample(c(0,1), size = N, replace = TRUE, prob = c(1-p, p)) # generate N observations  
X\_hat <- mean(X) # calculate X\_hat  
SE\_hat <- sqrt(X\_hat\*(1-X\_hat)/N) # calculate SE\_hat, SE of the mean of N observations  
c(X\_hat - 2\*SE\_hat, X\_hat + 2\*SE\_hat) # build interval of 2\*SE above and below mean

## [1] 0.4135691 0.4764309

*Code: Solving for with qnorm*

z <- qnorm(0.995) # calculate z to solve for 99% confidence interval  
pnorm(qnorm(0.995)) # demonstrating that qnorm gives the z value for a given probability

## [1] 0.995

pnorm(qnorm(1-0.995)) # demonstrating symmetry of 1-qnorm

## [1] 0.005

pnorm(z) - pnorm(-z) # demonstrating that this z value gives correct probability for interval

## [1] 0.99

## A Monte Carlo Simulation for Confidence Intervals

The textbook for this section is available [here](https://rafalab.github.io/dsbook/inference.html#a-monte-carlo-simulation-1).

**Key points**

* We can run a Monte Carlo simulation to confirm that a 95% confidence interval contains the true value of 95% of the time.
* A plot of confidence intervals from this simulation demonstrates that most intervals include , but roughly 5% of intervals miss the true value of .

*Code: Monte Carlo simulation*

Note that to compute the exact 95% confidence interval, we would use qnorm(.975)\*SE\_hat instead of 2\*SE\_hat.

B <- 10000  
inside <- replicate(B, {  
 X <- sample(c(0,1), size = N, replace = TRUE, prob = c(1-p, p))  
 X\_hat <- mean(X)  
 SE\_hat <- sqrt(X\_hat\*(1-X\_hat)/N)  
 between(p, X\_hat - 2\*SE\_hat, X\_hat + 2\*SE\_hat) # TRUE if p in confidence interval  
})  
mean(inside)

## [1] 0.9566

## The Correct Language

The textbook for this section is available [here](https://rafalab.github.io/dsbook/inference.html#the-correct-language).

**Key points**

* The 95% confidence intervals are random, but is not random.
* 95% refers to the probability that the random interval falls on top of .
* It is technically incorrect to state that has a 95% chance of being in between two values because that implies is random.

## Power

The textbook for this section is available [here](https://rafalab.github.io/dsbook/inference.html#power).

**Key points**

* If we are trying to predict the result of an election, then a confidence interval that includes a spread of 0 (a tie) is not helpful.
* A confidence interval that includes a spread of 0 does not imply a close election, it means the sample size is too small.
* Power is the probability of detecting an effect when there is a true effect to find. Power increases as sample size increases, because larger sample size means smaller standard error.

*Code: Confidence interval for the spread with sample size of 25*

Note that to compute the exact 95% confidence interval, we would use c(-qnorm(.975), qnorm(.975)) instead of 1.96.

N <- 25  
X\_hat <- 0.48  
(2\*X\_hat - 1) + c(-2, 2)\*2\*sqrt(X\_hat\*(1-X\_hat)/N)

## [1] -0.4396799 0.3596799

## p-Values

The textbook for this section is available [here](https://rafalab.github.io/dsbook/inference.html#p-values).

**Key points**

* The null hypothesis is the hypothesis that there is no effect. In this case, the null hypothesis is that the spread is 0, or .
* The p-value is the probability of detecting an effect of a certain size or larger when the null hypothesis is true.
* We can convert the probability of seeing an observed value under the null hypothesis into a standard normal random variable. We compute the value of that corresponds to the observed result, and then use that to compute the p-value.
* If a 95% confidence interval does not include our observed value, then the p-value must be smaller than 0.05.
* It is preferable to report confidence intervals instead of p-values, as confidence intervals give information about the size of the estimate and p-values do not.

*Code: Computing a p-value for observed spread of 0.02*

N <- 100 # sample size  
z <- sqrt(N) \* 0.02/0.5 # spread of 0.02  
1 - (pnorm(z) - pnorm(-z))

## [1] 0.6891565

## Another Explanation of p-Values

The p-value is the probability of observing a value as extreme or more extreme than the result given that the null hypothesis is true.

In the context of the normal distribution, this refers to the probability of observing a Z-score whose absolute value is as high or higher than the Z-score of interest.

Suppose we want to find the p-value of an observation 2 standard deviations larger than the mean. This means we are looking for anything with .

Graphically, the p-value gives the probability of an observation that’s at least as far away from the mean or further. This plot shows a standard normal distribution (centered at ) with a standard deviation of 1). The shaded tails are the region of the graph that are 2 standard deviations or more away from the mean.

![Standard normal distribution (centered at z=0 with a standard deviation of 1](data:image/jpeg;base64,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)

Standard normal distribution (centered at z=0 with a standard deviation of 1

The p-value is the proportion of area under a normal curve that has z-scores as extreme or more extreme than the given value - the tails on this plot of a normal distribution are shaded to show the region corresponding to the p-value.

The right tail can be found with 1-pnorm(2). We want to have both tails, though, because we want to find the probability of any observation as far away from the mean or farther, in either direction. (This is what’s meant by a two-tailed p-value.) Because the distribution is symmetrical, the right and left tails are the same size and we know that our desired value is just 2\*(1-pnorm(2)).

Recall that, by default, pnorm() gives the CDF for a normal distribution with a mean of and standard deviation of . To find p-values for a given z-score z in a normal distribution with mean mu and standard deviation sigma, use 2\*(1-pnorm(z, mu, sigma)) instead.

## Assessment - Confidence Intervals and p-Values

1. For the following exercises, we will use actual poll data from the 2016 election.

The exercises will contain pre-loaded data from the dslabs package.

library(dslabs)  
data("polls\_us\_election\_2016")

We will use all the national polls that ended within a few weeks before the election.

Assume there are only two candidates and construct a 95% confidence interval for the election night proportion .

# Load the data  
data(polls\_us\_election\_2016)  
  
# Generate an object `polls` that contains data filtered for polls that ended on or after October 31, 2016 in the United States  
polls <- filter(polls\_us\_election\_2016, enddate >= "2016-10-31" & state == "U.S.")  
  
# How many rows does `polls` contain? Print this value to the console.  
nrow(polls)

## [1] 70

# Assign the sample size of the first poll in `polls` to a variable called `N`. Print this value to the console.  
N <- head(polls$samplesize,1)  
N

## [1] 2220

# For the first poll in `polls`, assign the estimated percentage of Clinton voters to a variable called `X\_hat`. Print this value to the console.  
X\_hat <- (head(polls$rawpoll\_clinton,1)/100)  
X\_hat

## [1] 0.47

# Calculate the standard error of `X\_hat` and save it to a variable called `se\_hat`. Print this value to the console.  
se\_hat <- sqrt(X\_hat\*(1-X\_hat)/N)  
se\_hat

## [1] 0.01059279

# Use `qnorm` to calculate the 95% confidence interval for the proportion of Clinton voters. Save the lower and then the upper confidence interval to a variable called `ci`.  
ci <- c(X\_hat - qnorm(0.975)\*se\_hat, X\_hat + qnorm(0.975)\*se\_hat)  
ci

## [1] 0.4492385 0.4907615

1. Create a new object called pollster\_results that contains the pollster’s name, the end date of the poll, the proportion of voters who declared a vote for Clinton, the standard error of this estimate, and the lower and upper bounds of the confidence interval for the estimate.

# The `polls` object that filtered all the data by date and nation has already been loaded. Examine it using the `head` function.  
head(polls)

## state startdate enddate  
## 1 U.S. 2016-11-03 2016-11-06  
## 2 U.S. 2016-11-01 2016-11-07  
## 3 U.S. 2016-11-02 2016-11-06  
## 4 U.S. 2016-11-04 2016-11-07  
## 5 U.S. 2016-11-03 2016-11-06  
## 6 U.S. 2016-11-03 2016-11-06  
## pollster grade samplesize  
## 1 ABC News/Washington Post A+ 2220  
## 2 Google Consumer Surveys B 26574  
## 3 Ipsos A- 2195  
## 4 YouGov B 3677  
## 5 Gravis Marketing B- 16639  
## 6 Fox News/Anderson Robbins Research/Shaw & Company Research A 1295  
## population rawpoll\_clinton rawpoll\_trump rawpoll\_johnson rawpoll\_mcmullin  
## 1 lv 47.00 43.00 4.00 NA  
## 2 lv 38.03 35.69 5.46 NA  
## 3 lv 42.00 39.00 6.00 NA  
## 4 lv 45.00 41.00 5.00 NA  
## 5 rv 47.00 43.00 3.00 NA  
## 6 lv 48.00 44.00 3.00 NA  
## adjpoll\_clinton adjpoll\_trump adjpoll\_johnson adjpoll\_mcmullin  
## 1 45.20163 41.72430 4.626221 NA  
## 2 43.34557 41.21439 5.175792 NA  
## 3 42.02638 38.81620 6.844734 NA  
## 4 45.65676 40.92004 6.069454 NA  
## 5 46.84089 42.33184 3.726098 NA  
## 6 49.02208 43.95631 3.057876 NA

# Create a new object called `pollster\_results` that contains columns for pollster name, end date, X\_hat, se\_hat, lower confidence interval, and upper confidence interval for each poll.  
polls <- mutate(polls, X\_hat = polls$rawpoll\_clinton/100, se\_hat = sqrt(X\_hat\*(1-X\_hat)/polls$samplesize), lower = X\_hat - qnorm(0.975)\*se\_hat, upper = X\_hat + qnorm(0.975)\*se\_hat)  
pollster\_results <- select(polls, pollster, enddate, X\_hat, se\_hat, lower, upper)  
pollster\_results

## pollster enddate X\_hat  
## 1 ABC News/Washington Post 2016-11-06 0.4700  
## 2 Google Consumer Surveys 2016-11-07 0.3803  
## 3 Ipsos 2016-11-06 0.4200  
## 4 YouGov 2016-11-07 0.4500  
## 5 Gravis Marketing 2016-11-06 0.4700  
## 6 Fox News/Anderson Robbins Research/Shaw & Company Research 2016-11-06 0.4800  
## 7 CBS News/New York Times 2016-11-06 0.4500  
## 8 NBC News/Wall Street Journal 2016-11-05 0.4400  
## 9 IBD/TIPP 2016-11-07 0.4120  
## 10 Selzer & Company 2016-11-06 0.4400  
## 11 Angus Reid Global 2016-11-04 0.4800  
## 12 Monmouth University 2016-11-06 0.5000  
## 13 Marist College 2016-11-03 0.4400  
## 14 The Times-Picayune/Lucid 2016-11-07 0.4500  
## 15 USC Dornsife/LA Times 2016-11-07 0.4361  
## 16 RKM Research and Communications, Inc. 2016-11-05 0.4760  
## 17 CVOTER International 2016-11-06 0.4891  
## 18 Morning Consult 2016-11-05 0.4500  
## 19 SurveyMonkey 2016-11-06 0.4700  
## 20 Rasmussen Reports/Pulse Opinion Research 2016-11-06 0.4500  
## 21 Insights West 2016-11-07 0.4900  
## 22 RAND (American Life Panel) 2016-11-01 0.4370  
## 23 Fox News/Anderson Robbins Research/Shaw & Company Research 2016-11-03 0.4550  
## 24 CBS News/New York Times 2016-11-01 0.4500  
## 25 ABC News/Washington Post 2016-11-05 0.4700  
## 26 Ipsos 2016-11-04 0.4300  
## 27 ABC News/Washington Post 2016-11-04 0.4800  
## 28 YouGov 2016-11-06 0.4290  
## 29 IBD/TIPP 2016-11-06 0.4070  
## 30 ABC News/Washington Post 2016-11-03 0.4700  
## 31 IBD/TIPP 2016-11-03 0.4440  
## 32 IBD/TIPP 2016-11-05 0.4300  
## 33 ABC News/Washington Post 2016-11-02 0.4700  
## 34 ABC News/Washington Post 2016-11-01 0.4700  
## 35 ABC News/Washington Post 2016-10-31 0.4600  
## 36 Ipsos 2016-11-03 0.4320  
## 37 IBD/TIPP 2016-11-04 0.4420  
## 38 YouGov 2016-11-01 0.4600  
## 39 IBD/TIPP 2016-10-31 0.4460  
## 40 Ipsos 2016-11-02 0.4550  
## 41 Rasmussen Reports/Pulse Opinion Research 2016-11-03 0.4400  
## 42 The Times-Picayune/Lucid 2016-11-06 0.4500  
## 43 Ipsos 2016-11-01 0.4470  
## 44 IBD/TIPP 2016-11-02 0.4400  
## 45 IBD/TIPP 2016-11-01 0.4400  
## 46 Rasmussen Reports/Pulse Opinion Research 2016-11-02 0.4200  
## 47 Ipsos 2016-10-31 0.4400  
## 48 The Times-Picayune/Lucid 2016-11-05 0.4500  
## 49 Rasmussen Reports/Pulse Opinion Research 2016-10-31 0.4400  
## 50 Google Consumer Surveys 2016-10-31 0.3769  
## 51 CVOTER International 2016-11-05 0.4925  
## 52 Rasmussen Reports/Pulse Opinion Research 2016-11-01 0.4400  
## 53 CVOTER International 2016-11-04 0.4906  
## 54 The Times-Picayune/Lucid 2016-11-04 0.4500  
## 55 USC Dornsife/LA Times 2016-11-06 0.4323  
## 56 CVOTER International 2016-11-03 0.4853  
## 57 The Times-Picayune/Lucid 2016-11-03 0.4400  
## 58 USC Dornsife/LA Times 2016-11-05 0.4263  
## 59 CVOTER International 2016-11-02 0.4878  
## 60 USC Dornsife/LA Times 2016-11-04 0.4256  
## 61 CVOTER International 2016-11-01 0.4881  
## 62 The Times-Picayune/Lucid 2016-11-02 0.4400  
## 63 Gravis Marketing 2016-10-31 0.4600  
## 64 USC Dornsife/LA Times 2016-11-03 0.4338  
## 65 The Times-Picayune/Lucid 2016-11-01 0.4300  
## 66 USC Dornsife/LA Times 2016-11-02 0.4247  
## 67 Gravis Marketing 2016-11-02 0.4700  
## 68 USC Dornsife/LA Times 2016-11-01 0.4236  
## 69 The Times-Picayune/Lucid 2016-10-31 0.4200  
## 70 USC Dornsife/LA Times 2016-10-31 0.4328  
## se\_hat lower upper  
## 1 0.010592790 0.4492385 0.4907615  
## 2 0.002978005 0.3744632 0.3861368  
## 3 0.010534681 0.3993524 0.4406476  
## 4 0.008204286 0.4339199 0.4660801  
## 5 0.003869218 0.4624165 0.4775835  
## 6 0.013883131 0.4527896 0.5072104  
## 7 0.013174309 0.4241788 0.4758212  
## 8 0.013863610 0.4128278 0.4671722  
## 9 0.014793245 0.3830058 0.4409942  
## 10 0.017560908 0.4055813 0.4744187  
## 11 0.014725994 0.4511376 0.5088624  
## 12 0.018281811 0.4641683 0.5358317  
## 13 0.016190357 0.4082675 0.4717325  
## 14 0.009908346 0.4305800 0.4694200  
## 15 0.009096403 0.4182714 0.4539286  
## 16 0.015722570 0.4451843 0.5068157  
## 17 0.012400526 0.4647954 0.5134046  
## 18 0.012923005 0.4246714 0.4753286  
## 19 0.001883809 0.4663078 0.4736922  
## 20 0.012845233 0.4248238 0.4751762  
## 21 0.016304940 0.4580429 0.5219571  
## 22 0.010413043 0.4165908 0.4574092  
## 23 0.014966841 0.4256655 0.4843345  
## 24 0.016339838 0.4179745 0.4820255  
## 25 0.011340235 0.4477735 0.4922265  
## 26 0.010451057 0.4095163 0.4504837  
## 27 0.012170890 0.4561455 0.5038545  
## 28 0.001704722 0.4256588 0.4323412  
## 29 0.015337369 0.3769393 0.4370607  
## 30 0.013249383 0.4440317 0.4959683  
## 31 0.016580236 0.4115033 0.4764967  
## 32 0.016475089 0.3977094 0.4622906  
## 33 0.014711237 0.4411665 0.4988335  
## 34 0.014610041 0.4413648 0.4986352  
## 35 0.014496630 0.4315871 0.4884129  
## 36 0.011018764 0.4104036 0.4535964  
## 37 0.017514599 0.4076720 0.4763280  
## 38 0.014193655 0.4321809 0.4878191  
## 39 0.015579317 0.4154651 0.4765349  
## 40 0.011358664 0.4327374 0.4772626  
## 41 0.012816656 0.4148798 0.4651202  
## 42 0.009786814 0.4308182 0.4691818  
## 43 0.011810940 0.4238510 0.4701490  
## 44 0.016858185 0.4069586 0.4730414  
## 45 0.016907006 0.4068629 0.4731371  
## 46 0.012743626 0.3950230 0.4449770  
## 47 0.012973281 0.4145728 0.4654272  
## 48 0.009898535 0.4305992 0.4694008  
## 49 0.012816656 0.4148798 0.4651202  
## 50 0.003107749 0.3708089 0.3829911  
## 51 0.012609413 0.4677860 0.5172140  
## 52 0.012816656 0.4148798 0.4651202  
## 53 0.012998976 0.4651225 0.5160775  
## 54 0.009830663 0.4307323 0.4692677  
## 55 0.009144248 0.4143776 0.4502224  
## 56 0.013381202 0.4590733 0.5115267  
## 57 0.009684792 0.4210182 0.4589818  
## 58 0.009047108 0.4085680 0.4440320  
## 59 0.013711286 0.4609264 0.5146736  
## 60 0.009046705 0.4078688 0.4433312  
## 61 0.013441133 0.4617559 0.5144441  
## 62 0.009697721 0.4209928 0.4590072  
## 63 0.006807590 0.4466574 0.4733426  
## 64 0.009106200 0.4159522 0.4516478  
## 65 0.009677647 0.4110322 0.4489678  
## 66 0.009119319 0.4068265 0.4425735  
## 67 0.010114336 0.4501763 0.4898237  
## 68 0.009015504 0.4059299 0.4412701  
## 69 0.009679479 0.4010286 0.4389714  
## 70 0.008834895 0.4154839 0.4501161

1. The final tally for the popular vote was Clinton 48.2% and Trump 46.1%. Add a column called hit to pollster\_results that states if the confidence interval included the true proportion or not. What proportion of confidence intervals included ?

# The `pollster\_results` object has already been loaded. Examine it using the `head` function.  
head(pollster\_results)

## pollster enddate X\_hat  
## 1 ABC News/Washington Post 2016-11-06 0.4700  
## 2 Google Consumer Surveys 2016-11-07 0.3803  
## 3 Ipsos 2016-11-06 0.4200  
## 4 YouGov 2016-11-07 0.4500  
## 5 Gravis Marketing 2016-11-06 0.4700  
## 6 Fox News/Anderson Robbins Research/Shaw & Company Research 2016-11-06 0.4800  
## se\_hat lower upper  
## 1 0.010592790 0.4492385 0.4907615  
## 2 0.002978005 0.3744632 0.3861368  
## 3 0.010534681 0.3993524 0.4406476  
## 4 0.008204286 0.4339199 0.4660801  
## 5 0.003869218 0.4624165 0.4775835  
## 6 0.013883131 0.4527896 0.5072104

# Add a logical variable called `hit` that indicates whether the actual value exists within the confidence interval of each poll. Summarize the average `hit` result to determine the proportion of polls with confidence intervals include the actual value. Save the result as an object called `avg\_hit`.  
avg\_hit <- pollster\_results %>% mutate(hit=(lower<0.482 & upper>0.482)) %>% summarize(mean(hit))  
avg\_hit

## mean(hit)  
## 1 0.3142857

1. If these confidence intervals are constructed correctly, and the theory holds up, what proportion of confidence intervals should include ?

* ☐ A. 0.05
* ☐ B. 0.31
* ☐ C. 0.50
* ☒ D. 0.95

1. A much smaller proportion of the polls than expected produce confidence intervals containing .

Notice that most polls that fail to include are underestimating. The rationale for this is that undecided voters historically divide evenly between the two main candidates on election day.

In this case, it is more informative to estimate the spread or the difference between the proportion of two candidates , or for this election.

Assume that there are only two parties and that . Construct a 95% confidence interval for difference in proportions on election night.

# Add a statement to this line of code that will add a new column named `d\_hat` to `polls`. The new column should contain the difference in the proportion of voters.  
polls <- polls\_us\_election\_2016 %>% filter(enddate >= "2016-10-31" & state == "U.S.") %>%  
 mutate(d\_hat = rawpoll\_clinton/100 - rawpoll\_trump/100)  
  
# Assign the sample size of the first poll in `polls` to a variable called `N`. Print this value to the console.  
N <- polls$samplesize[1]  
N

## [1] 2220

# Assign the difference `d\_hat` of the first poll in `polls` to a variable called `d\_hat`. Print this value to the console.  
d\_hat <- polls$d\_hat[1]  
d\_hat

## [1] 0.04

# Assign proportion of votes for Clinton to the variable `X\_hat`.  
X\_hat <- (d\_hat+1)/2  
X\_hat

## [1] 0.52

# Calculate the standard error of the spread and save it to a variable called `se\_hat`. Print this value to the console.  
se\_hat <- 2\*sqrt(X\_hat\*(1-X\_hat)/N)  
se\_hat

## [1] 0.02120683

# Use `qnorm` to calculate the 95% confidence interval for the difference in the proportions of voters. Save the lower and then the upper confidence interval to a variable called `ci`.  
ci <- c(d\_hat - qnorm(0.975)\*se\_hat, d\_hat + qnorm(0.975)\*se\_hat)  
ci

## [1] -0.001564627 0.081564627

1. Create a new object called pollster\_results that contains the pollster’s name, the end date of the poll, the difference in the proportion of voters who declared a vote either, and the lower and upper bounds of the confidence interval for the estimate.

# The subset `polls` data with 'd\_hat' already calculated has been loaded. Examine it using the `head` function.  
head(polls)

## state startdate enddate  
## 1 U.S. 2016-11-03 2016-11-06  
## 2 U.S. 2016-11-01 2016-11-07  
## 3 U.S. 2016-11-02 2016-11-06  
## 4 U.S. 2016-11-04 2016-11-07  
## 5 U.S. 2016-11-03 2016-11-06  
## 6 U.S. 2016-11-03 2016-11-06  
## pollster grade samplesize  
## 1 ABC News/Washington Post A+ 2220  
## 2 Google Consumer Surveys B 26574  
## 3 Ipsos A- 2195  
## 4 YouGov B 3677  
## 5 Gravis Marketing B- 16639  
## 6 Fox News/Anderson Robbins Research/Shaw & Company Research A 1295  
## population rawpoll\_clinton rawpoll\_trump rawpoll\_johnson rawpoll\_mcmullin  
## 1 lv 47.00 43.00 4.00 NA  
## 2 lv 38.03 35.69 5.46 NA  
## 3 lv 42.00 39.00 6.00 NA  
## 4 lv 45.00 41.00 5.00 NA  
## 5 rv 47.00 43.00 3.00 NA  
## 6 lv 48.00 44.00 3.00 NA  
## adjpoll\_clinton adjpoll\_trump adjpoll\_johnson adjpoll\_mcmullin d\_hat  
## 1 45.20163 41.72430 4.626221 NA 0.0400  
## 2 43.34557 41.21439 5.175792 NA 0.0234  
## 3 42.02638 38.81620 6.844734 NA 0.0300  
## 4 45.65676 40.92004 6.069454 NA 0.0400  
## 5 46.84089 42.33184 3.726098 NA 0.0400  
## 6 49.02208 43.95631 3.057876 NA 0.0400

# Create a new object called `pollster\_results` that contains columns for pollster name, end date, d\_hat, lower confidence interval of d\_hat, and upper confidence interval of d\_hat for each poll.  
d\_hat = polls$rawpoll\_clinton/100 - polls$rawpoll\_trump/100  
X\_hat = (d\_hat + 1) / 2  
polls <- mutate(polls, X\_hat, se\_hat = 2 \* sqrt(X\_hat \* (1 - X\_hat) / samplesize), lower = d\_hat - qnorm(0.975)\*se\_hat, upper = d\_hat + qnorm(0.975)\*se\_hat)  
pollster\_results <- select(polls, pollster, enddate, d\_hat, lower, upper)  
pollster\_results

## pollster enddate  
## 1 ABC News/Washington Post 2016-11-06  
## 2 Google Consumer Surveys 2016-11-07  
## 3 Ipsos 2016-11-06  
## 4 YouGov 2016-11-07  
## 5 Gravis Marketing 2016-11-06  
## 6 Fox News/Anderson Robbins Research/Shaw & Company Research 2016-11-06  
## 7 CBS News/New York Times 2016-11-06  
## 8 NBC News/Wall Street Journal 2016-11-05  
## 9 IBD/TIPP 2016-11-07  
## 10 Selzer & Company 2016-11-06  
## 11 Angus Reid Global 2016-11-04  
## 12 Monmouth University 2016-11-06  
## 13 Marist College 2016-11-03  
## 14 The Times-Picayune/Lucid 2016-11-07  
## 15 USC Dornsife/LA Times 2016-11-07  
## 16 RKM Research and Communications, Inc. 2016-11-05  
## 17 CVOTER International 2016-11-06  
## 18 Morning Consult 2016-11-05  
## 19 SurveyMonkey 2016-11-06  
## 20 Rasmussen Reports/Pulse Opinion Research 2016-11-06  
## 21 Insights West 2016-11-07  
## 22 RAND (American Life Panel) 2016-11-01  
## 23 Fox News/Anderson Robbins Research/Shaw & Company Research 2016-11-03  
## 24 CBS News/New York Times 2016-11-01  
## 25 ABC News/Washington Post 2016-11-05  
## 26 Ipsos 2016-11-04  
## 27 ABC News/Washington Post 2016-11-04  
## 28 YouGov 2016-11-06  
## 29 IBD/TIPP 2016-11-06  
## 30 ABC News/Washington Post 2016-11-03  
## 31 IBD/TIPP 2016-11-03  
## 32 IBD/TIPP 2016-11-05  
## 33 ABC News/Washington Post 2016-11-02  
## 34 ABC News/Washington Post 2016-11-01  
## 35 ABC News/Washington Post 2016-10-31  
## 36 Ipsos 2016-11-03  
## 37 IBD/TIPP 2016-11-04  
## 38 YouGov 2016-11-01  
## 39 IBD/TIPP 2016-10-31  
## 40 Ipsos 2016-11-02  
## 41 Rasmussen Reports/Pulse Opinion Research 2016-11-03  
## 42 The Times-Picayune/Lucid 2016-11-06  
## 43 Ipsos 2016-11-01  
## 44 IBD/TIPP 2016-11-02  
## 45 IBD/TIPP 2016-11-01  
## 46 Rasmussen Reports/Pulse Opinion Research 2016-11-02  
## 47 Ipsos 2016-10-31  
## 48 The Times-Picayune/Lucid 2016-11-05  
## 49 Rasmussen Reports/Pulse Opinion Research 2016-10-31  
## 50 Google Consumer Surveys 2016-10-31  
## 51 CVOTER International 2016-11-05  
## 52 Rasmussen Reports/Pulse Opinion Research 2016-11-01  
## 53 CVOTER International 2016-11-04  
## 54 The Times-Picayune/Lucid 2016-11-04  
## 55 USC Dornsife/LA Times 2016-11-06  
## 56 CVOTER International 2016-11-03  
## 57 The Times-Picayune/Lucid 2016-11-03  
## 58 USC Dornsife/LA Times 2016-11-05  
## 59 CVOTER International 2016-11-02  
## 60 USC Dornsife/LA Times 2016-11-04  
## 61 CVOTER International 2016-11-01  
## 62 The Times-Picayune/Lucid 2016-11-02  
## 63 Gravis Marketing 2016-10-31  
## 64 USC Dornsife/LA Times 2016-11-03  
## 65 The Times-Picayune/Lucid 2016-11-01  
## 66 USC Dornsife/LA Times 2016-11-02  
## 67 Gravis Marketing 2016-11-02  
## 68 USC Dornsife/LA Times 2016-11-01  
## 69 The Times-Picayune/Lucid 2016-10-31  
## 70 USC Dornsife/LA Times 2016-10-31  
## d\_hat lower upper  
## 1 0.0400 -0.001564627 0.0815646272  
## 2 0.0234 0.011380104 0.0354198955  
## 3 0.0300 -0.011815309 0.0718153088  
## 4 0.0400 0.007703641 0.0722963589  
## 5 0.0400 0.024817728 0.0551822719  
## 6 0.0400 -0.014420872 0.0944208716  
## 7 0.0400 -0.011860967 0.0918609675  
## 8 0.0400 -0.014696100 0.0946961005  
## 9 -0.0150 -0.073901373 0.0439013728  
## 10 0.0300 -0.039307332 0.0993073320  
## 11 0.0400 -0.017724837 0.0977248370  
## 12 0.0600 -0.011534270 0.1315342703  
## 13 0.0100 -0.053923780 0.0739237800  
## 14 0.0500 0.011013152 0.0889868476  
## 15 -0.0323 -0.068233293 0.0036332933  
## 16 0.0320 -0.029670864 0.0936708643  
## 17 0.0278 -0.020801931 0.0764019309  
## 18 0.0300 -0.020889533 0.0808895334  
## 19 0.0600 0.052615604 0.0673843956  
## 20 0.0200 -0.030595930 0.0705959303  
## 21 0.0400 -0.023875814 0.1038758144  
## 22 0.0910 0.050024415 0.1319755848  
## 23 0.0150 -0.043901373 0.0739013728  
## 24 0.0300 -0.034344689 0.0943446886  
## 25 0.0400 -0.004497495 0.0844974954  
## 26 0.0400 -0.001341759 0.0813417590  
## 27 0.0500 0.002312496 0.0976875039  
## 28 0.0390 0.032254341 0.0457456589  
## 29 -0.0240 -0.085171524 0.0371715236  
## 30 0.0400 -0.011988727 0.0919887265  
## 31 0.0050 -0.060404028 0.0704040277  
## 32 -0.0100 -0.075220256 0.0552202561  
## 33 0.0300 -0.027745070 0.0877450695  
## 34 0.0200 -0.037362198 0.0773621983  
## 35 0.0000 -0.057008466 0.0570084657  
## 36 0.0490 0.005454535 0.0925454654  
## 37 0.0050 -0.064121736 0.0741217361  
## 38 0.0300 -0.025791885 0.0857918847  
## 39 0.0090 -0.052426619 0.0704266191  
## 40 0.0820 0.037443982 0.1265560180  
## 41 0.0000 -0.050606052 0.0506060525  
## 42 0.0500 0.011491350 0.0885086495  
## 43 0.0730 0.026563876 0.1194361238  
## 44 -0.0010 -0.067563833 0.0655638334  
## 45 -0.0040 -0.070756104 0.0627561042  
## 46 -0.0300 -0.080583275 0.0205832746  
## 47 0.0680 0.016894089 0.1191059111  
## 48 0.0500 0.011051757 0.0889482429  
## 49 0.0000 -0.050606052 0.0506060525  
## 50 0.0262 0.013635277 0.0387647229  
## 51 0.0333 -0.016106137 0.0827061365  
## 52 0.0000 -0.050606052 0.0506060525  
## 53 0.0124 -0.038560140 0.0633601401  
## 54 0.0600 0.021340150 0.0986598497  
## 55 -0.0475 -0.083637121 -0.0113628793  
## 56 0.0009 -0.051576011 0.0533760106  
## 57 0.0500 0.011807815 0.0881921851  
## 58 -0.0553 -0.091100799 -0.0194992008  
## 59 0.0056 -0.048162418 0.0593624177  
## 60 -0.0540 -0.089809343 -0.0181906570  
## 61 0.0067 -0.046002019 0.0594020190  
## 62 0.0500 0.011756829 0.0882431712  
## 63 0.0100 -0.016769729 0.0367697294  
## 64 -0.0351 -0.071090499 0.0008904993  
## 65 0.0300 -0.008295761 0.0682957614  
## 66 -0.0503 -0.086413709 -0.0141862908  
## 67 0.0200 -0.019711083 0.0597110831  
## 68 -0.0547 -0.090406512 -0.0189934879  
## 69 0.0200 -0.018430368 0.0584303678  
## 70 -0.0362 -0.071126335 -0.0012736645

1. What proportion of confidence intervals for the difference between the proportion of voters included , the actual difference in election day?

# The `pollster\_results` object has already been loaded. Examine it using the `head` function.  
head(pollster\_results)

## pollster enddate d\_hat  
## 1 ABC News/Washington Post 2016-11-06 0.0400  
## 2 Google Consumer Surveys 2016-11-07 0.0234  
## 3 Ipsos 2016-11-06 0.0300  
## 4 YouGov 2016-11-07 0.0400  
## 5 Gravis Marketing 2016-11-06 0.0400  
## 6 Fox News/Anderson Robbins Research/Shaw & Company Research 2016-11-06 0.0400  
## lower upper  
## 1 -0.001564627 0.08156463  
## 2 0.011380104 0.03541990  
## 3 -0.011815309 0.07181531  
## 4 0.007703641 0.07229636  
## 5 0.024817728 0.05518227  
## 6 -0.014420872 0.09442087

# Add a logical variable called `hit` that indicates whether the actual value (0.021) exists within the confidence interval of each poll. Summarize the average `hit` result to determine the proportion of polls with confidence intervals include the actual value. Save the result as an object called `avg\_hit`.  
avg\_hit <- pollster\_results %>% mutate(hit=(lower<0.021 & upper>0.021)) %>% summarize(mean(hit))  
avg\_hit

## mean(hit)  
## 1 0.7714286

1. Although the proportion of confidence intervals that include the actual difference between the proportion of voters increases substantially, it is still lower that 0.95.

In the next chapter, we learn the reason for this. To motivate our next exercises, calculate the difference between each poll’s estimate and the actual . Stratify this difference, or error, by pollster in a plot.

# The `polls` object has already been loaded. Examine it using the `head` function.  
head(polls)

## state startdate enddate  
## 1 U.S. 2016-11-03 2016-11-06  
## 2 U.S. 2016-11-01 2016-11-07  
## 3 U.S. 2016-11-02 2016-11-06  
## 4 U.S. 2016-11-04 2016-11-07  
## 5 U.S. 2016-11-03 2016-11-06  
## 6 U.S. 2016-11-03 2016-11-06  
## pollster grade samplesize  
## 1 ABC News/Washington Post A+ 2220  
## 2 Google Consumer Surveys B 26574  
## 3 Ipsos A- 2195  
## 4 YouGov B 3677  
## 5 Gravis Marketing B- 16639  
## 6 Fox News/Anderson Robbins Research/Shaw & Company Research A 1295  
## population rawpoll\_clinton rawpoll\_trump rawpoll\_johnson rawpoll\_mcmullin  
## 1 lv 47.00 43.00 4.00 NA  
## 2 lv 38.03 35.69 5.46 NA  
## 3 lv 42.00 39.00 6.00 NA  
## 4 lv 45.00 41.00 5.00 NA  
## 5 rv 47.00 43.00 3.00 NA  
## 6 lv 48.00 44.00 3.00 NA  
## adjpoll\_clinton adjpoll\_trump adjpoll\_johnson adjpoll\_mcmullin d\_hat X\_hat  
## 1 45.20163 41.72430 4.626221 NA 0.0400 0.5200  
## 2 43.34557 41.21439 5.175792 NA 0.0234 0.5117  
## 3 42.02638 38.81620 6.844734 NA 0.0300 0.5150  
## 4 45.65676 40.92004 6.069454 NA 0.0400 0.5200  
## 5 46.84089 42.33184 3.726098 NA 0.0400 0.5200  
## 6 49.02208 43.95631 3.057876 NA 0.0400 0.5200  
## se\_hat lower upper  
## 1 0.021206832 -0.001564627 0.08156463  
## 2 0.006132712 0.011380104 0.03541990  
## 3 0.021334733 -0.011815309 0.07181531  
## 4 0.016478037 0.007703641 0.07229636  
## 5 0.007746199 0.024817728 0.05518227  
## 6 0.027766261 -0.014420872 0.09442087

# Add variable called `error` to the object `polls` that contains the difference between d\_hat and the actual difference on election day. Then make a plot of the error stratified by pollster.  
error <- polls$d\_hat - 0.021  
polls <- mutate(polls, error)  
polls %>% ggplot(aes(x = pollster, y = error)) +  
 geom\_point() +  
 theme(axis.text.x = element\_text(angle = 90, hjust = 1))
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1. Remake the plot you made for the previous exercise, but only for pollsters that took five or more polls.

You can use dplyr tools group\_by and n to group data by a variable of interest and then count the number of observations in the groups. The function filter filters data piped into it by your specified condition.

For example:

data %>% group\_by(variable\_for\_grouping)   
 %>% filter(n() >= 5)

# The `polls` object has already been loaded. Examine it using the `head` function.  
head(polls)

## state startdate enddate  
## 1 U.S. 2016-11-03 2016-11-06  
## 2 U.S. 2016-11-01 2016-11-07  
## 3 U.S. 2016-11-02 2016-11-06  
## 4 U.S. 2016-11-04 2016-11-07  
## 5 U.S. 2016-11-03 2016-11-06  
## 6 U.S. 2016-11-03 2016-11-06  
## pollster grade samplesize  
## 1 ABC News/Washington Post A+ 2220  
## 2 Google Consumer Surveys B 26574  
## 3 Ipsos A- 2195  
## 4 YouGov B 3677  
## 5 Gravis Marketing B- 16639  
## 6 Fox News/Anderson Robbins Research/Shaw & Company Research A 1295  
## population rawpoll\_clinton rawpoll\_trump rawpoll\_johnson rawpoll\_mcmullin  
## 1 lv 47.00 43.00 4.00 NA  
## 2 lv 38.03 35.69 5.46 NA  
## 3 lv 42.00 39.00 6.00 NA  
## 4 lv 45.00 41.00 5.00 NA  
## 5 rv 47.00 43.00 3.00 NA  
## 6 lv 48.00 44.00 3.00 NA  
## adjpoll\_clinton adjpoll\_trump adjpoll\_johnson adjpoll\_mcmullin d\_hat X\_hat  
## 1 45.20163 41.72430 4.626221 NA 0.0400 0.5200  
## 2 43.34557 41.21439 5.175792 NA 0.0234 0.5117  
## 3 42.02638 38.81620 6.844734 NA 0.0300 0.5150  
## 4 45.65676 40.92004 6.069454 NA 0.0400 0.5200  
## 5 46.84089 42.33184 3.726098 NA 0.0400 0.5200  
## 6 49.02208 43.95631 3.057876 NA 0.0400 0.5200  
## se\_hat lower upper error  
## 1 0.021206832 -0.001564627 0.08156463 0.0190  
## 2 0.006132712 0.011380104 0.03541990 0.0024  
## 3 0.021334733 -0.011815309 0.07181531 0.0090  
## 4 0.016478037 0.007703641 0.07229636 0.0190  
## 5 0.007746199 0.024817728 0.05518227 0.0190  
## 6 0.027766261 -0.014420872 0.09442087 0.0190

# Add variable called `error` to the object `polls` that contains the difference between d\_hat and the actual difference on election day. Then make a plot of the error stratified by pollster, but only for pollsters who took 5 or more polls.  
error <- polls$d\_hat - 0.021  
polls <- mutate(polls, error)  
polls %>% group\_by(pollster) %>% filter(n() >= 5)

## # A tibble: 48 x 21  
## # Groups: pollster [7]  
## state startdate enddate pollster grade samplesize population  
## <fct> <date> <date> <fct> <fct> <int> <chr>   
## 1 U.S. 2016-11-03 2016-11-06 ABC News/Washington ~ A+ 2220 lv   
## 2 U.S. 2016-11-02 2016-11-06 Ipsos A- 2195 lv   
## 3 U.S. 2016-11-04 2016-11-07 IBD/TIPP A- 1107 lv   
## 4 U.S. 2016-11-05 2016-11-07 The Times-Picayune/L~ <NA> 2521 lv   
## 5 U.S. 2016-11-01 2016-11-07 USC Dornsife/LA Times <NA> 2972 lv   
## 6 U.S. 2016-10-31 2016-11-06 CVOTER International C+ 1625 lv   
## 7 U.S. 2016-11-02 2016-11-06 Rasmussen Reports/Pu~ C+ 1500 lv   
## 8 U.S. 2016-11-02 2016-11-05 ABC News/Washington ~ A+ 1937 lv   
## 9 U.S. 2016-10-31 2016-11-04 Ipsos A- 2244 lv   
## 10 U.S. 2016-11-01 2016-11-04 ABC News/Washington ~ A+ 1685 lv   
## # ... with 38 more rows, and 14 more variables: rawpoll\_clinton <dbl>,  
## # rawpoll\_trump <dbl>, rawpoll\_johnson <dbl>, rawpoll\_mcmullin <dbl>,  
## # adjpoll\_clinton <dbl>, adjpoll\_trump <dbl>, adjpoll\_johnson <dbl>,  
## # adjpoll\_mcmullin <dbl>, d\_hat <dbl>, X\_hat <dbl>, se\_hat <dbl>,  
## # lower <dbl>, upper <dbl>, error <dbl>

polls %>% ggplot(aes(x = pollster, y = error)) +  
 geom\_point() +  
 theme(axis.text.x = element\_text(angle = 90, hjust = 1))
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# Section 4 Overview

In Section 4, you will look at statistical models in the context of election polling and forecasting.

After completing Section 4, you will be able to:

* Understand how aggregating data from different sources, as poll aggregators do for poll data, can improve the precision of a prediction.
* Understand how to fit a multilevel model to the data to forecast, for example, election results.
* Explain why a simple aggregation of data is insufficient to combine results because of factors such as pollster bias.
* Use a data-driven model to account for additional types of sampling variability such as pollster-to-pollster variability.

## Poll Aggregators

The textbook for this section is available [here](https://rafalab.github.io/dsbook/models.html) and [here](https://rafalab.github.io/dsbook/models.html#poll-aggregators).

**Key points**

* Poll aggregators combine the results of many polls to simulate polls with a large sample size and therefore generate more precise estimates than individual polls.
* Polls can be simulated with a Monte Carlo simulation and used to construct an estimate of the spread and confidence intervals.
* The actual data science exercise of forecasting elections involves more complex statistical modeling, but these underlying ideas still apply.

*Code: Simulating polls*

Note that to compute the exact 95% confidence interval, we would use qnorm(.975)\*SE\_hat instead of 2\*SE\_hat.

d <- 0.039  
Ns <- c(1298, 533, 1342, 897, 774, 254, 812, 324, 1291, 1056, 2172, 516)  
p <- (d+1)/2  
  
# calculate confidence intervals of the spread  
confidence\_intervals <- sapply(Ns, function(N){  
 X <- sample(c(0,1), size=N, replace=TRUE, prob = c(1-p, p))  
 X\_hat <- mean(X)  
 SE\_hat <- sqrt(X\_hat\*(1-X\_hat)/N)  
 2\*c(X\_hat, X\_hat - 2\*SE\_hat, X\_hat + 2\*SE\_hat) - 1  
})  
  
# generate a data frame storing results  
polls <- data.frame(poll = 1:ncol(confidence\_intervals),  
 t(confidence\_intervals), sample\_size = Ns)  
names(polls) <- c("poll", "estimate", "low", "high", "sample\_size")  
polls

## poll estimate low high sample\_size  
## 1 1 0.020030817 -0.0354707836 0.07553242 1298  
## 2 2 0.009380863 -0.0772449415 0.09600667 533  
## 3 3 0.005961252 -0.0486328871 0.06055539 1342  
## 4 4 0.030100334 -0.0366474636 0.09684813 897  
## 5 5 0.085271318 0.0136446370 0.15689800 774  
## 6 6 0.070866142 -0.0543095137 0.19604180 254  
## 7 7 0.029556650 -0.0405989265 0.09971223 812  
## 8 8 0.086419753 -0.0242756708 0.19711518 324  
## 9 9 0.027110767 -0.0285318074 0.08275334 1291  
## 10 10 0.022727273 -0.0388025756 0.08425712 1056  
## 11 11 0.042357274 -0.0005183189 0.08523287 2172  
## 12 12 0.112403101 0.0249159791 0.19989022 516

*Code: Calculating the spread of combined polls*

Note that to compute the exact 95% confidence interval, we would use qnorm(.975) instead of 1.96.

d\_hat <- polls %>%  
 summarize(avg = sum(estimate\*sample\_size) / sum(sample\_size)) %>%  
 .$avg  
  
p\_hat <- (1+d\_hat)/2  
moe <- 2\*1.96\*sqrt(p\_hat\*(1-p\_hat)/sum(polls$sample\_size))   
round(d\_hat\*100,1)

## [1] 3.6

round(moe\*100, 1)

## [1] 1.8

## Pollsters and Multilevel Models

The textbook for this section is available [here](https://rafalab.github.io/dsbook/models.html#poll-aggregators).

**Key points**

* Different poll aggregators generate different models of election results from the same poll data. This is because they use different statistical models.
* We will use actual polling data about the popular vote from the 2016 US presidential election to learn the principles of statistical modeling.

## Poll Data and Pollster Bias

The textbook for this section is available [here](https://rafalab.github.io/dsbook/models.html#poll-data) and [here](https://rafalab.github.io/dsbook/models.html#pollster-bias).

**Key points**

* We analyze real 2016 US polling data organized by FiveThirtyEight. We start by using reliable national polls taken within the week before the election to generate an urn model.
* Consider the proportion voting for Clinton and the proportion voting for Trump. We are interested in the spread .
* Poll results are a random normal variable with expected value of the spread and standard error .
* Our initial estimate of the spread did not include the actual spread. Part of the reason is that different pollsters have different numbers of polls in our dataset, and each pollster has a bias.
* *Pollster bias* reflects the fact that repeated polls by a given pollster have an expected value different from the actual spread and different from other pollsters. Each pollster has a different bias.
* The urn model does not account for pollster bias. We will develop a more flexible data-driven model that can account for effects like bias.

*Code: Generating simulated poll data*

names(polls\_us\_election\_2016)

## [1] "state" "startdate" "enddate" "pollster"   
## [5] "grade" "samplesize" "population" "rawpoll\_clinton"   
## [9] "rawpoll\_trump" "rawpoll\_johnson" "rawpoll\_mcmullin" "adjpoll\_clinton"   
## [13] "adjpoll\_trump" "adjpoll\_johnson" "adjpoll\_mcmullin"

# keep only national polls from week before election with a grade considered reliable  
polls <- polls\_us\_election\_2016 %>%  
 filter(state == "U.S." & enddate >= "2016-10-31" &  
 (grade %in% c("A+", "A", "A-", "B+") | is.na(grade)))  
  
# add spread estimate  
polls <- polls %>%  
 mutate(spread = rawpoll\_clinton/100 - rawpoll\_trump/100)  
  
# compute estimated spread for combined polls  
d\_hat <- polls %>%  
 summarize(d\_hat = sum(spread \* samplesize) / sum(samplesize)) %>%  
 .$d\_hat  
  
# compute margin of error  
p\_hat <- (d\_hat+1)/2  
moe <- 1.96 \* 2 \* sqrt(p\_hat\*(1-p\_hat)/sum(polls$samplesize))  
  
# histogram of the spread  
polls %>%  
 ggplot(aes(spread)) +  
 geom\_histogram(color="black", binwidth = .01)
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*Code: Investigating poll data and pollster bias*

# number of polls per pollster in week before election  
polls %>% group\_by(pollster) %>% summarize(n())

## # A tibble: 15 x 2  
## pollster `n()`  
## <fct> <int>  
## 1 ABC News/Washington Post 7  
## 2 Angus Reid Global 1  
## 3 CBS News/New York Times 2  
## 4 Fox News/Anderson Robbins Research/Shaw & Company Research 2  
## 5 IBD/TIPP 8  
## 6 Insights West 1  
## 7 Ipsos 6  
## 8 Marist College 1  
## 9 Monmouth University 1  
## 10 Morning Consult 1  
## 11 NBC News/Wall Street Journal 1  
## 12 RKM Research and Communications, Inc. 1  
## 13 Selzer & Company 1  
## 14 The Times-Picayune/Lucid 8  
## 15 USC Dornsife/LA Times 8

# plot results by pollsters with at least 6 polls  
polls %>% group\_by(pollster) %>%  
 filter(n() >= 6) %>%  
 ggplot(aes(pollster, spread)) +  
 geom\_point() +  
 theme(axis.text.x = element\_text(angle = 90, hjust = 1))
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# standard errors within each pollster  
polls %>% group\_by(pollster) %>%  
 filter(n() >= 6) %>%  
 summarize(se = 2 \* sqrt(p\_hat \* (1-p\_hat) / median(samplesize)))

## # A tibble: 5 x 2  
## pollster se  
## <fct> <dbl>  
## 1 ABC News/Washington Post 0.0265  
## 2 IBD/TIPP 0.0333  
## 3 Ipsos 0.0225  
## 4 The Times-Picayune/Lucid 0.0196  
## 5 USC Dornsife/LA Times 0.0183

## Data-Driven Models

The textbook for this section is available [here](https://rafalab.github.io/dsbook/models.html#data-driven-model).

**Key points**

* Instead of using an urn model where each poll is a random draw from the same distribution of voters, we instead define a model using an urn that contains poll results from all possible pollsters.
* We assume the expected value of this model is the actual spread .
* Our new standard error now factors in pollster-to-pollster variability. It can no longer be calculated from or and is an unknown parameter.
* The central limit theorem still works to estimate the sample average of many polls because the average of the sum of many random variables is a normally distributed random variable with expected value and standard error .
* We can estimate the unobserved as the sample standard deviation, which is calculated with the sd function.

*Code*

Note that to compute the exact 95% confidence interval, we would use qnorm(.975) instead of 1.96.

# collect last result before the election for each pollster  
one\_poll\_per\_pollster <- polls %>% group\_by(pollster) %>%  
 filter(enddate == max(enddate)) %>% # keep latest poll  
 ungroup()  
  
# histogram of spread estimates  
one\_poll\_per\_pollster %>%  
 ggplot(aes(spread)) + geom\_histogram(binwidth = 0.01)
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# construct 95% confidence interval  
results <- one\_poll\_per\_pollster %>%  
 summarize(avg = mean(spread), se = sd(spread)/sqrt(length(spread))) %>%  
 mutate(start = avg - 1.96\*se, end = avg + 1.96\*se)  
round(results\*100, 1)

## avg se start end  
## 1 2.9 0.6 1.7 4.1

## Assessment - Statistical Models

1. We have been using *urn models* to motivate the use of probability models.

However, most data science applications are not related to data obtained from urns. More common are data that come from individuals. Probability plays a role because the data come from a random sample. The random sample is taken from a population and the urn serves as an analogy for the population.

Let’s revisit the heights dataset. For now, consider x to be the heights of all males in the data set. Mathematically speaking, x is our population. Using the urn analogy, we have an urn with the values of x in it.

What are the population average and standard deviation of our population?

data(heights)  
  
# Make a vector of heights from all males in the population  
x <- heights %>% filter(sex == "Male") %>%  
 .$height  
  
# Calculate the population average. Print this value to the console.  
gemiddelde\_lengte <- mean(x)  
gemiddelde\_lengte

## [1] 69.31475

# Calculate the population standard deviation. Print this value to the console.  
standaard\_deviatie <- sd(x)  
standaard\_deviatie

## [1] 3.611024

1. Call the population average computed above and the standard deviation . Now take a sample of size 50, with replacement, and construct an estimate for and .

# The vector of all male heights in our population `x` has already been loaded for you. You can examine the first six elements using `head`.  
head(x)

## [1] 75 70 68 74 61 67

# Use the `set.seed` function to make sure your answer matches the expected result after random sampling  
set.seed(1)  
  
# Define `N` as the number of people measured  
N <- 50  
  
# Define `X` as a random sample from our population `x`  
X <- sample(x, N, replace = TRUE)  
X

## [1] 71.00000 69.00000 70.00000 66.92913 68.50000 79.05000 72.00000 72.00000  
## [9] 69.00000 66.00000 69.00000 70.86614 72.00000 66.00000 70.00000 73.00000  
## [17] 69.00000 76.00000 72.44000 72.44000 74.00000 74.00000 74.00000 63.00000  
## [25] 69.00000 70.86614 68.50394 72.00000 70.00000 68.00000 70.00000 72.00000  
## [33] 68.00000 67.00000 76.00000 70.00000 73.00000 68.00000 69.00000 77.16540  
## [41] 72.00000 66.00000 67.50000 68.00000 72.00000 63.38583 73.00000 78.00000  
## [49] 68.00000 68.00000

# Calculate the sample average. Print this value to the console.  
mu <- mean(X)  
mu

## [1] 70.47293

# Calculate the sample standard deviation. Print this value to the console.  
sigma <- sd(X)  
sigma

## [1] 3.426742

1. What does the central limit theory tell us about the sample average and how it is related to , the population average?

* ☐ A. It is identical to .
* ☒ B. It is a random variable with expected value and standard error .
* ☐ C. It is a random variable with expected value and standard error .
* ☐ D. It underestimates .

1. We will use as our estimate of the heights in the population from our sample size . We know from previous exercises that the standard estimate of our error is .

Construct a 95% confidence interval for .

# The vector of all male heights in our population `x` has already been loaded for you. You can examine the first six elements using `head`.  
head(x)

## [1] 75 70 68 74 61 67

# Use the `set.seed` function to make sure your answer matches the expected result after random sampling  
set.seed(1)  
  
# Define `N` as the number of people measured  
N <- 50  
  
# Define `X` as a random sample from our population `x`  
X <- sample(x, N, replace = TRUE)  
  
# Define `se` as the standard error of the estimate. Print this value to the console.  
X\_hat <- mean(X)  
se <- sd(X)/sqrt(N)  
se

## [1] 0.4846145

# Construct a 95% confidence interval for the population average based on our sample. Save the lower and then the upper confidence interval to a variable called `ci`.  
# Construct a 95% confidence interval for the population average based on our sample. Save the lower and then the upper confidence interval to a variable called `ci`.  
ci <- c(qnorm(0.025, X\_hat, se), qnorm(0.975, X\_hat, se))  
ci

## [1] 69.52310 71.42276

1. Now run a Monte Carlo simulation in which you compute 10,000 confidence intervals as you have just done.

What proportion of these intervals include ?

# Define `mu` as the population average  
mu <- mean(x)  
  
# Use the `set.seed` function to make sure your answer matches the expected result after random sampling  
set.seed(1)  
  
# Define `N` as the number of people measured  
N <- 50  
  
# Define `B` as the number of times to run the model  
B <- 10000  
  
# Define an object `res` that contains a logical vector for simulated intervals that contain mu  
res <- replicate(B, {  
 X <- sample(x, N, replace = TRUE)  
 se <- sd(X) / sqrt(N)  
 interval <- c(qnorm(0.025, mean(X), se) , qnorm(0.975, mean(X), se))  
 between(mu, interval[1], interval[2])  
})  
  
# Calculate the proportion of results in `res` that include mu. Print this value to the console.  
mean(res)

## [1] 0.9479

1. In this section, we used visualization to motivate the presence of pollster bias in election polls.

Here we will examine that bias more rigorously. Lets consider two pollsters that conducted daily polls and look at national polls for the month before the election.

Is there a poll bias? Make a plot of the spreads for each poll.

# These lines of code filter for the polls we want and calculate the spreads  
polls <- polls\_us\_election\_2016 %>%   
 filter(pollster %in% c("Rasmussen Reports/Pulse Opinion Research","The Times-Picayune/Lucid") &  
 enddate >= "2016-10-15" &  
 state == "U.S.") %>%   
 mutate(spread = rawpoll\_clinton/100 - rawpoll\_trump/100)   
  
# Make a boxplot with points of the spread for each pollster  
polls %>% ggplot(aes(pollster, spread)) + geom\_boxplot() + geom\_point()

![](data:image/png;base64,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)

1. The data do seem to suggest there is a difference between the pollsters.

However, these data are subject to variability. Perhaps the differences we observe are due to chance. Under the urn model, both pollsters should have the same expected value: the election day difference, .

We will model the observed data in the following way:

with indexing the two pollsters, the bias for pollster , and poll to poll chance variability. We assume the are independent from each other, have expected value 0 and standard deviation regardless of .

Which of the following statements best reflects what we need to know to determine if our data fit the urn model?

* ☐ A. Is ?
* ☐ B. How close are to ?
* ☒ C. Is ?
* ☐ D. Are and ?

1. We modelled the observed data as:

On the right side of this model, only is a random variable. The other two values are constants.

What is the expected value of ?

* ☒ A.
* ☐ B.
* ☐ C.
* ☐ D.

1. Suppose we define as the average of poll results from the first poll and as the standard deviation of the first poll.

What is the expected value and standard error of ?

* ☐ A. The expected value is and the standard error is
* ☐ B. The expected value is and the standard error is
* ☒ C. The expected value is and the standard error is
* ☐ D. The expected value is and the standard error is

1. Now we define as the average of poll results from the second poll.

What is the expected value and standard error of ?

* ☐ A. The expected value is and the standard error is
* ☐ B. The expected value is and the standard error is
* ☒ C. The expected value is and the standard error is
* ☐ D. The expected value is and the standard error is

1. Using what we learned by answering the previous questions, what is the expected value of ?

* ☐ A.
* ☐ B.
* ☐ C.
* ☒ D.

1. Standard Error of the Difference Between Polls

Using what we learned by answering the questions above, what is the standard error of ?

* ☒ A.
* ☐ B.
* ☐ C.
* ☐ D.

1. The answer to the previous question depends on and , which we don’t know.

We learned that we can estimate these values using the sample standard deviation.

Compute the estimates of and .

# The `polls` data have already been loaded for you. Use the `head` function to examine them.  
head(polls)

## state startdate enddate pollster grade  
## 1 U.S. 2016-11-05 2016-11-07 The Times-Picayune/Lucid <NA>  
## 2 U.S. 2016-11-02 2016-11-06 Rasmussen Reports/Pulse Opinion Research C+  
## 3 U.S. 2016-11-01 2016-11-03 Rasmussen Reports/Pulse Opinion Research C+  
## 4 U.S. 2016-11-04 2016-11-06 The Times-Picayune/Lucid <NA>  
## 5 U.S. 2016-10-31 2016-11-02 Rasmussen Reports/Pulse Opinion Research C+  
## 6 U.S. 2016-11-03 2016-11-05 The Times-Picayune/Lucid <NA>  
## samplesize population rawpoll\_clinton rawpoll\_trump rawpoll\_johnson  
## 1 2521 lv 45 40 5  
## 2 1500 lv 45 43 4  
## 3 1500 lv 44 44 4  
## 4 2584 lv 45 40 5  
## 5 1500 lv 42 45 4  
## 6 2526 lv 45 40 5  
## rawpoll\_mcmullin adjpoll\_clinton adjpoll\_trump adjpoll\_johnson  
## 1 NA 45.13966 42.26495 3.679914  
## 2 NA 45.56041 43.13745 4.418502  
## 3 NA 44.66353 44.28981 4.331246  
## 4 NA 45.22830 42.30433 3.770880  
## 5 NA 42.67626 45.41689 4.239500  
## 6 NA 45.31041 42.34422 3.779955  
## adjpoll\_mcmullin spread  
## 1 NA 0.05  
## 2 NA 0.02  
## 3 NA 0.00  
## 4 NA 0.05  
## 5 NA -0.03  
## 6 NA 0.05

# Create an object called `sigma` that contains a column for `pollster` and a column for `s`, the standard deviation of the spread  
sigma <- polls %>% group\_by(pollster) %>% summarize(s = sd(spread))  
  
# Print the contents of sigma to the console  
sigma

## # A tibble: 2 x 2  
## pollster s  
## <fct> <dbl>  
## 1 Rasmussen Reports/Pulse Opinion Research 0.0177  
## 2 The Times-Picayune/Lucid 0.0268

1. What does the central limit theorem tell us about the distribution of the differences between the pollster averages, ?

* ☐ A. The central limit theorem cannot tell us anything because this difference is not the average of a sample.
* ☐ B. Because are approximately normal, the averages are normal too.
* ☒ C. If we assume and are large enough, and , and their difference, are approximately normal.
* ☐ D. These data do not contain vectors of 0 and 1, so the central limit theorem does not apply.

1. We have constructed a random variable that has expected value , the pollster bias difference.

If our model holds, then this random variable has an approximately normal distribution. The standard error of this random variable depends on and , but we can use the sample standard deviations we computed earlier. We have everything we need to answer our initial question: is different from 0?

Construct a 95% confidence interval for the difference and . Does this interval contain zero?

# The `polls` data have already been loaded for you. Use the `head` function to examine them.  
head(polls)

## state startdate enddate pollster grade  
## 1 U.S. 2016-11-05 2016-11-07 The Times-Picayune/Lucid <NA>  
## 2 U.S. 2016-11-02 2016-11-06 Rasmussen Reports/Pulse Opinion Research C+  
## 3 U.S. 2016-11-01 2016-11-03 Rasmussen Reports/Pulse Opinion Research C+  
## 4 U.S. 2016-11-04 2016-11-06 The Times-Picayune/Lucid <NA>  
## 5 U.S. 2016-10-31 2016-11-02 Rasmussen Reports/Pulse Opinion Research C+  
## 6 U.S. 2016-11-03 2016-11-05 The Times-Picayune/Lucid <NA>  
## samplesize population rawpoll\_clinton rawpoll\_trump rawpoll\_johnson  
## 1 2521 lv 45 40 5  
## 2 1500 lv 45 43 4  
## 3 1500 lv 44 44 4  
## 4 2584 lv 45 40 5  
## 5 1500 lv 42 45 4  
## 6 2526 lv 45 40 5  
## rawpoll\_mcmullin adjpoll\_clinton adjpoll\_trump adjpoll\_johnson  
## 1 NA 45.13966 42.26495 3.679914  
## 2 NA 45.56041 43.13745 4.418502  
## 3 NA 44.66353 44.28981 4.331246  
## 4 NA 45.22830 42.30433 3.770880  
## 5 NA 42.67626 45.41689 4.239500  
## 6 NA 45.31041 42.34422 3.779955  
## adjpoll\_mcmullin spread  
## 1 NA 0.05  
## 2 NA 0.02  
## 3 NA 0.00  
## 4 NA 0.05  
## 5 NA -0.03  
## 6 NA 0.05

# Create an object called `res` that summarizes the average, standard deviation, and number of polls for the two pollsters.  
res <- polls %>% group\_by(pollster) %>% summarise(avg = mean(spread), s = sd(spread), N=n())  
  
# Store the difference between the larger average and the smaller in a variable called `estimate`. Print this value to the console.  
estimate <- max(res$avg) - min(res$avg)  
estimate

## [1] 0.05229167

# Store the standard error of the estimates as a variable called `se\_hat`. Print this value to the console.  
se\_hat <- sqrt(res$s[2]^2/res$N[2] + res$s[1]^2/res$N[1])  
se\_hat

## [1] 0.007031433

# Calculate the 95% confidence interval of the spreads. Save the lower and then the upper confidence interval to a variable called `ci`.  
ci <- c(estimate - qnorm(0.975)\*se\_hat, estimate + qnorm(0.975)\*se\_hat)  
ci

## [1] 0.03851031 0.06607302

1. The confidence interval tells us there is relatively strong pollster effect resulting in a difference of about 5%.

Random variability does not seem to explain it.

Compute a p-value to relay the fact that chance does not explain the observed pollster effect.

# We made an object `res` to summarize the average, standard deviation, and number of polls for the two pollsters.  
res <- polls %>% group\_by(pollster) %>%   
 summarize(avg = mean(spread), s = sd(spread), N = n())   
  
# The variables `estimate` and `se\_hat` contain the spread estimates and standard error, respectively.  
estimate <- res$avg[2] - res$avg[1]  
se\_hat <- sqrt(res$s[2]^2/res$N[2] + res$s[1]^2/res$N[1])  
  
# Calculate the p-value  
2 \* (1 - pnorm(estimate / se\_hat, 0, 1))

## [1] 1.030287e-13

1. We compute statistic called the *t-statistic* by dividing our estimate of by its estimated standard error:

Later we learn will learn of another approximation for the distribution of this statistic for values of and that aren’t large enough for the CLT.

Note that our data has more than two pollsters. We can also test for pollster effect using all pollsters, not just two. The idea is to compare the variability across polls to variability within polls. We can construct statistics to test for effects and approximate their distribution. The area of statistics that does this is called Analysis of Variance or ANOVA. We do not cover it here, but ANOVA provides a very useful set of tools to answer questions such as: is there a pollster effect?

Compute the average and standard deviation for each pollster and examine the variability across the averages and how it compares to the variability within the pollsters, summarized by the standard deviation.

# Execute the following lines of code to filter the polling data and calculate the spread  
polls <- polls\_us\_election\_2016 %>%   
 filter(enddate >= "2016-10-15" &  
 state == "U.S.") %>%  
 group\_by(pollster) %>%  
 filter(n() >= 5) %>%   
 mutate(spread = rawpoll\_clinton/100 - rawpoll\_trump/100) %>%  
 ungroup()  
  
# Create an object called `var` that contains columns for the pollster, mean spread, and standard deviation. Print the contents of this object to the console.  
var <- polls %>% group\_by(pollster) %>% summarise(avg = mean(spread), s = sd(spread))  
var

## # A tibble: 11 x 3  
## pollster avg s  
## <fct> <dbl> <dbl>  
## 1 ABC News/Washington Post 0.0373 0.0339   
## 2 CVOTER International 0.0279 0.0180   
## 3 Google Consumer Surveys 0.0303 0.0185   
## 4 Gravis Marketing 0.0160 0.0152   
## 5 IBD/TIPP 0.00105 0.0168   
## 6 Ipsos 0.0553 0.0195   
## 7 Morning Consult 0.0414 0.0146   
## 8 Rasmussen Reports/Pulse Opinion Research 0.000625 0.0177   
## 9 The Times-Picayune/Lucid 0.0529 0.0268   
## 10 USC Dornsife/LA Times -0.0213 0.0207   
## 11 YouGov 0.0398 0.00709

# Section 5 Overview

In Section 5, you will learn about Bayesian statistics through looking at examples from rare disease diagnosis and baseball.

After completing Section 5, you will be able to:

* Apply Bayes’ theorem to calculate the probability of A given B.
* Understand how to use hierarchical models to make better predictions by considering multiple levels of variability.
* Compute a posterior probability using an empirical Bayesian approach.
* Calculate a 95% credible interval from a posterior probability.

## Bayesian Statistics

The textbook for this section is available [here](https://rafalab.github.io/dsbook/models.html#bayesian-statistics).

**Key points**

* In the urn model, it does not make sense to talk about the probability of being greater than a certain value because is a fixed value.
* With Bayesian statistics, we assume that is in fact random, which allows us to calculate probabilities related to .
* Hierarchical models describe variability at different levels and incorporate all these levels into a model for estimating .

## Bayes’ Theorem

The textbook for this section is available [here](https://rafalab.github.io/dsbook/models.html#bayes-theorem).

**Key points**

* Bayes’ Theorem states that the probability of event A happening given event B is equal to the probability of both A and B divided by the probability of event B:
* Bayes’ Theorem shows that a test for a very rare disease will have a high percentage of false positives even if the accuracy of the test is high.

*Equations: Cystic fibrosis test probabilities*

In these probabilities, + represents a positive test, - represents a negative test, indicates no disease, and indicates the disease is present.

Probability of having the disease given a positive test:

99% test accuracy when disease is present:

99% test accuracy when disease is absent:

Rate of cystic fibrosis:

Bayes’ theorem can be applied like this:

Substituting known values, we obtain:

*Code: Monte Carlo simulation*

prev <- 0.00025 # disease prevalence  
N <- 100000 # number of tests  
outcome <- sample(c("Disease", "Healthy"), N, replace = TRUE, prob = c(prev, 1-prev))  
  
N\_D <- sum(outcome == "Disease") # number with disease  
N\_H <- sum(outcome == "Healthy") # number healthy  
  
# for each person, randomly determine if test is + or -  
accuracy <- 0.99  
test <- vector("character", N)  
test[outcome == "Disease"] <- sample(c("+", "-"), N\_D, replace=TRUE, prob = c(accuracy, 1-accuracy))  
test[outcome == "Healthy"] <- sample(c("-", "+"), N\_H, replace=TRUE, prob = c(accuracy, 1-accuracy))  
  
table(outcome, test)

## test  
## outcome - +  
## Disease 0 27  
## Healthy 99013 960

## Bayes in Practice

The textbook for this section is available [here](https://rafalab.github.io/dsbook/models.html#bayes-in-practice).

**Key points**

* The techniques we have used up until now are referred to as *frequentist statistics* as they consider only the frequency of outcomes in a dataset and do not include any outside information. Frequentist statistics allow us to compute confidence intervals and p-values.
* Frequentist statistics can have problems when sample sizes are small and when the data are extreme compared to historical results.
* *Bayesian statistics* allows prior knowledge to modify observed results, which alters our conclusions about event probabilities.

## The Hierarchical Model

The textbook for this section is available [here](https://rafalab.github.io/dsbook/models.html#hierarchical-models).

**Key points**

* Hierarchical models use multiple levels of variability to model results. They are hierarchical because values in the lower levels of the model are computed using values from higher levels of the model.
* We model baseball player batting average using a hierarchical model with two levels of variability:
  + describes player-to-player variability in natural ability to hit, which has a mean and standard deviation .
  + describes a player’s observed batting average given their ability , which has a mean and standard deviation . This represents variability due to luck.
  + In Bayesian hierarchical models, the first level is called the *prior distribution* and the second level is called the *sampling distribution*.
* The *posterior distribution* allows us to compute the probability distribution of given that we have observed data .
* By the continuous version of Bayes’ rule, the *expected value of the posterior distribution* given is a weighted average between the prior mean and the observed data :

where

* The *standard error of the posterior distribution* is . Note that you will need to take the square root of both sides to solve for the standard error.
* This Bayesian approach is also known as *shrinking*. When is large, is close to 1 and our prediction of shrinks towards the mean (). When is small, is close to 0 and our prediction of is more weighted towards the observed data .

## Assessment - Bayesian Statistics

1. In 1999 in England [Sally Clark](https://en.wikipedia.org/wiki/Sally_Clark) was found guilty of the murder of two of her sons.

Both infants were found dead in the morning, one in 1996 and another in 1998, and she claimed the cause of death was sudden infant death syndrome (SIDS). No evidence of physical harm was found on the two infants so the main piece of evidence against her was the testimony of Professor Sir Roy Meadow, who testified that the chances of two infants dying of SIDS was 1 in 73 million. He arrived at this figure by finding that the rate of SIDS was 1 in 8,500 and then calculating that the chance of two SIDS cases was .

Based on what we’ve learned throughout this course, which statement best describes a potential flaw in Sir Meadow’s reasoning?

* ☒ A. Sir Meadow assumed the second death was independent of the first son being affected, thereby ignoring possible genetic causes.
* ☐ B. There is no flaw. The multiplicative rule always applies in this way:
* ☐ C. Sir Meadow should have added the probabilities:
* ☐ D. The rate of SIDS is too low to perform these types of statistics.

1. Let’s assume that there is in fact a genetic component to SIDS and the the probability of , is much higher than 1 in 8,500.

What is the probability of both of Sally Clark’s sons dying of SIDS?

# Define `Pr\_1` as the probability of the first son dying of SIDS  
Pr\_1 <- 1/8500  
  
# Define `Pr\_2` as the probability of the second son dying of SIDS  
Pr\_2 <- 1/100  
  
# Calculate the probability of both sons dying of SIDS. Print this value to the console.  
Pr\_1 \* Pr\_2

## [1] 1.176471e-06

1. Many press reports stated that the expert claimed the probability of Sally Clark being innocent as 1 in 73 million.

Perhaps the jury and judge also interpreted the testimony this way. This probability can be written like this:

Bayes’ rule tells us this probability is equal to:

* ☐ A.
* ☐ B.
* ☒ C.
* ☐ D. 1/8500

1. Assume that the probability of a murderer finding a way to kill her two children without leaving evidence of physical harm is:

Assume that the murder rate among mothers is 1 in 1,000,000.

According to Bayes’ rule, what is the probability of:

# Define `Pr\_1` as the probability of the first son dying of SIDS  
Pr\_1 <- 1/8500  
  
# Define `Pr\_2` as the probability of the second son dying of SIDS  
Pr\_2 <- 1/100  
  
# Define `Pr\_B` as the probability of both sons dying of SIDS  
Pr\_B <- Pr\_1\*Pr\_2  
  
# Define Pr\_A as the rate of mothers that are murderers  
Pr\_A <- 1/1000000  
  
# Define Pr\_BA as the probability that two children die without evidence of harm, given that their mother is a murderer  
Pr\_BA <- 0.50  
  
# Define Pr\_AB as the probability that a mother is a murderer, given that her two children died with no evidence of physical harm. Print this value to the console.  
Pr\_AB <- (Pr\_BA \* Pr\_A)/Pr\_B  
Pr\_AB

## [1] 0.425

1. After Sally Clark was found guilty, the Royal Statistical Society issued a statement saying that there was “no statistical basis” for the expert’s claim.

They expressed concern at the “misuse of statistics in the courts”. Eventually, Sally Clark was acquitted in June 2003.

In addition to misusing the multiplicative rule as we saw earlier, what else did Sir Meadow miss?

* ☐ A. He made an arithmetic error in forgetting to divide by the rate of SIDS in siblings.
* ☒ B. He did not take into account how rare it is for a mother to murder her children.
* ☐ C. He mixed up the numerator and denominator of Bayes’ rule.
* ☐ D. He did not take into account murder rates in the population.

1. Florida is one of the most closely watched states in the U.S. election because it has many electoral votes and the election is generally close.

Create a table with the poll spread results from Florida taken during the last days before the election using the sample code.

The CLT tells us that the average of these spreads is approximately normal. Calculate a spread average and provide an estimate of the standard error.

# Create an object `polls` that contains the spread of predictions for each candidate in Florida during the last polling days  
polls <- polls\_us\_election\_2016 %>%   
 filter(state == "Florida" & enddate >= "2016-11-04" ) %>%   
 mutate(spread = rawpoll\_clinton/100 - rawpoll\_trump/100)  
  
# Examine the `polls` object using the `head` function  
head(polls)

## state startdate enddate pollster grade  
## 1 Florida 2016-11-03 2016-11-06 Quinnipiac University A-  
## 2 Florida 2016-11-02 2016-11-04 YouGov B  
## 3 Florida 2016-11-01 2016-11-07 SurveyMonkey C-  
## 4 Florida 2016-11-06 2016-11-06 Trafalgar Group C  
## 5 Florida 2016-11-05 2016-11-06 Opinion Savvy/InsiderAdvantage C-  
## 6 Florida 2016-11-02 2016-11-06 Rasmussen Reports/Pulse Opinion Research C+  
## samplesize population rawpoll\_clinton rawpoll\_trump rawpoll\_johnson  
## 1 884 lv 46.00 45.00 2.00  
## 2 1188 rv 45.00 45.00 NA  
## 3 4092 lv 47.00 45.00 4.00  
## 4 1100 lv 46.13 49.72 2.43  
## 5 843 lv 48.40 46.40 3.00  
## 6 525 lv 47.00 45.00 2.00  
## rawpoll\_mcmullin adjpoll\_clinton adjpoll\_trump adjpoll\_johnson  
## 1 NA 46.44315 43.93999 2.098310  
## 2 NA 47.07455 46.99468 NA  
## 3 NA 45.59190 44.32744 1.692430  
## 4 NA 45.75904 46.82230 3.495849  
## 5 NA 47.37976 45.68637 2.721857  
## 6 NA 47.55885 45.13673 2.418502  
## adjpoll\_mcmullin spread  
## 1 NA 0.0100  
## 2 NA 0.0000  
## 3 NA 0.0200  
## 4 NA -0.0359  
## 5 NA 0.0200  
## 6 NA 0.0200

# Create an object called `results` that has two columns containing the average spread (`avg`) and the standard error (`se`). Print the results to the console.  
results <- polls %>% summarize(avg = mean(spread), se = sd(spread)/sqrt(n()))  
results

## avg se  
## 1 0.004154545 0.007218692

1. Assume a Bayesian model sets the prior distribution for Florida’s election night spread to be normal with expected value and standard deviation .

What are the interpretations of and ?

* ☐ A. and are arbitrary numbers that let us make probability statements about .
* ☒ B. and summarize what we would predict for Florida before seeing any polls.
* ☐ C. and summarize what we want to be true. We therefore set at 0.10 and at 0.01.
* ☐ D. The choice of prior has no effect on the Bayesian analysis.

1. The CLT tells us that our estimate of the spread has a normal distribution with expected value and standard deviation , which we calculated in a previous exercise.

Use the formulas for the posterior distribution to calculate the expected value of the posterior distribution if we set and .

# The results` object has already been loaded. Examine the values stored: `avg` and `se` of the spread  
results

## avg se  
## 1 0.004154545 0.007218692

# Define `mu` and `tau`  
mu <- 0  
tau <- 0.01  
  
# Define a variable called `sigma` that contains the standard error in the object `results`  
sigma <- results$se  
  
# Define a variable called `Y` that contains the average in the object `results`  
Y <- results$avg  
  
# Define a variable `B` using `sigma` and `tau`. Print this value to the console.  
B <- sigma^2/(sigma^2+tau^2)  
  
# Calculate the expected value of the posterior distribution  
EV <- B\*mu + (1-B)\*Y  
EV

## [1] 0.002731286

1. Compute the standard error of the posterior distribution.

# Here are the variables we have defined  
mu <- 0  
tau <- 0.01  
sigma <- results$se  
Y <- results$avg  
B <- sigma^2 / (sigma^2 + tau^2)  
  
# Compute the standard error of the posterior distribution. Print this value to the console.  
SE <- sqrt(1/((1/sigma^2)+(1/tau^2)))  
SE

## [1] 0.005853024

1. Using the fact that the posterior distribution is normal, create an interval that has a 95% of occurring centered at the posterior expected value.

Note that we call these credible intervals.

# Here are the variables we have defined in previous exercises  
mu <- 0  
tau <- 0.01  
sigma <- results$se  
Y <- results$avg  
B <- sigma^2 / (sigma^2 + tau^2)  
se <- sqrt( 1/ (1/sigma^2 + 1/tau^2))  
  
# Construct the 95% credible interval. Save the lower and then the upper confidence interval to a variable called `ci`.  
ev <- B\*mu + (1-B)\*Y  
ci <- c(ev - qnorm(0.975) \* se, ev + qnorm(0.975) \* se)  
ci

## [1] -0.008740432 0.014203003

1. According to this analysis, what was the probability that Trump wins Florida?

# Assign the expected value of the posterior distribution to the variable `exp\_value`  
exp\_value <- B\*mu + (1-B)\*Y   
  
# Assign the standard error of the posterior distribution to the variable `se`  
se <- sqrt( 1/ (1/sigma^2 + 1/tau^2))  
  
# Using the `pnorm` function, calculate the probability that the actual spread was less than 0 (in Trump's favor). Print this value to the console.  
pnorm(0, exp\_value, se)

## [1] 0.3203769

1. We had set the prior variance to 0.01, reflecting that these races are often close.

Change the prior variance to include values ranging from 0.005 to 0.05 and observe how the probability of Trump winning Florida changes by making a plot.

# Define the variables from previous exercises  
mu <- 0  
sigma <- results$se  
Y <- results$avg  
  
# Define a variable `taus` as different values of tau  
taus <- seq(0.005, 0.05, len = 100)  
  
# Create a function called `p\_calc` that generates `B` and calculates the probability of the spread being less than 0  
p\_calc <- function(tau) {  
 B <- sigma^2 / (sigma^2 + tau^2)  
 ev <- B\*mu + (1-B)\*Y  
 se <- sqrt(1 / (1/sigma^2 + 1/tau^2))  
 pnorm(0,ev,se)  
}  
  
# Create a vector called `ps` by applying the function `p\_calc` across values in `taus`  
ps <- p\_calc(taus)  
  
# Plot `taus` on the x-axis and `ps` on the y-axis  
plot(taus, ps)
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# Section 6 Overview

In Section 6, you will learn about election forecasting, building on what you’ve learned in the previous sections about statistical modeling and Bayesian statistics.

After completing Section 6, you will be able to:

* Understand how pollsters use hierarchical models to forecast the results of elections.
* Incorporate multiple sources of variability into a mathematical model to make predictions.
* Construct confidence intervals that better model deviations such as those seen in election data using the t-distribution.

## Election Forecasting

The textbook for this section is available [here](https://rafalab.github.io/dsbook/models.html#bayesian-approach).

**Key points**

* In our model:
  + The spread describes our best guess in the absence of polling data. We set and using historical data.
  + The average of observed data describes randomness due to sampling and the pollster effect.
* Because the posterior distribution is normal, we can report a 95% *credible interval* that has a 95% chance of overlapping the parameter using and .
* Given an estimate of and , we can use pnorm to compute the probability that .
* It is common to see a general bias that affects all pollsters in the same way. This bias cannot be predicted or measured before the election. We will include a term in later models to account for this variability.

*Code: Definition of results object*

This code defines the results object used for empirical Bayes election forecasting.

polls <- polls\_us\_election\_2016 %>%  
 filter(state == "U.S." & enddate >= "2016-10-31" &  
 (grade %in% c("A+", "A", "A-", "B+") | is.na(grade))) %>%  
 mutate(spread = rawpoll\_clinton/100 - rawpoll\_trump/100)  
  
one\_poll\_per\_pollster <- polls %>% group\_by(pollster) %>%  
 filter(enddate == max(enddate)) %>%  
 ungroup()  
  
results <- one\_poll\_per\_pollster %>%  
 summarize(avg = mean(spread), se = sd(spread)/sqrt(length(spread))) %>%  
 mutate(start = avg - 1.96\*se, end = avg + 1.96\*se)

*Code: Computing the posterior mean, standard error, credible interval and probability*

Note that to compute an exact 95% credible interval, we would use qnorm(.975) instead of 1.96.

mu <- 0  
tau <- 0.035  
sigma <- results$se  
Y <- results$avg  
B <- sigma^2 / (sigma^2 + tau^2)  
posterior\_mean <- B\*mu + (1-B)\*Y  
posterior\_se <- sqrt(1 / (1/sigma^2 + 1/tau^2))  
  
posterior\_mean

## [1] 0.02808534

posterior\_se

## [1] 0.006149604

# 95% credible interval  
posterior\_mean + c(-1.96, 1.96)\*posterior\_se

## [1] 0.01603212 0.04013857

# probability of d > 0  
1 - pnorm(0, posterior\_mean, posterior\_se)

## [1] 0.9999975

## Mathematical Representations of Models

The textbook for this section is available [here](https://rafalab.github.io/dsbook/models.html#mathematical-representations-of-models).

**Key points**

* If we collect several polls with measured spreads with a sample size of , these random variables have expected value and standard error .
* We represent each measurement as where:
  + The index represents the different pollsters
  + The index represents the different polls
  + is the th poll by the th pollster
  + is the actual spread of the election
  + is the general bias affecting all pollsters
  + represents the house effect for the th pollster
  + represents the random error associated with the th poll.
* The sample average is now with standard deviation .
* The standard error of the general bias does not get reduced by averaging multiple polls, which increases the variability of our final estimate.

*Code: Simulated data with*

J <- 6  
N <- 2000  
d <- .021  
p <- (d+1)/2  
X <- d + rnorm(J, 0, 2\*sqrt(p\*(1-p)/N))

*Code: Simulated data with*

I <- 5  
J <- 6  
N <- 2000  
d <- .021  
p <- (d+1)/2  
X <- sapply(1:I, function(i){  
 d + rnorm(J, 0, 2\*sqrt(p\*(1-p)/N))  
})

*Code: Simulated data with*

I <- 5  
J <- 6  
N <- 2000  
d <- .021  
p <- (d+1)/2  
h <- rnorm(I, 0, 0.025) # assume standard error of pollster-to-pollster variability is 0.025  
X <- sapply(1:I, function(i){  
 d + rnorm(J, 0, 2\*sqrt(p\*(1-p)/N))  
})

*Code: Calculating probability of with general bias*

Note that sigma now includes an estimate of the variability due to general bias .

mu <- 0  
tau <- 0.035  
sigma <- sqrt(results$se^2 + .025^2)  
Y <- results$avg  
B <- sigma^2 / (sigma^2 + tau^2)  
  
posterior\_mean <- B\*mu + (1-B)\*Y  
posterior\_se <- sqrt(1 / (1/sigma^2 + 1/tau^2))  
  
1 - pnorm(0, posterior\_mean, posterior\_se)

## [1] 0.8174373

## Predicting the Electoral College

The textbook for this section is available [here](https://rafalab.github.io/dsbook/models.html#predicting-the-electoral-college).

**Key points**

* In the US election, each state has a certain number of votes that are won all-or-nothing based on the popular vote result in that state (with minor exceptions not discussed here).
* We use the left\_join() function to combine the number of electoral votes with our poll results.
* For each state, we apply a Bayesian approach to generate an Election Day . We keep our prior simple by assuming an expected value of 0 and a standard deviation based on recent history of 0.02.
* We can run a Monte Carlo simulation that for each iteration simulates poll results in each state using that state’s average and standard deviation, awards electoral votes for each state to Clinton if the spread is greater than 0, then compares the number of electoral votes won to the number of votes required to win the election (over 269).
* If we run a Monte Carlo simulation for the electoral college without accounting for general bias, we overestimate Clinton’s chances of winning at over 99%.
* If we include a general bias term, the estimated probability of Clinton winning decreases significantly.

*Code: Top 5 states ranked by electoral votes*

The results\_us\_election\_2016 object is defined in the **dslabs** package:

head(results\_us\_election\_2016)

## state electoral\_votes clinton trump others  
## 1 California 55 61.7 31.6 6.7  
## 2 Texas 38 43.2 52.2 4.5  
## 3 Florida 29 47.8 49.0 3.2  
## 4 New York 29 59.0 36.5 4.5  
## 5 Illinois 20 55.8 38.8 5.4  
## 6 Pennsylvania 20 47.9 48.6 3.6

results\_us\_election\_2016 %>% arrange(desc(electoral\_votes)) %>% top\_n(5, electoral\_votes)

## state electoral\_votes clinton trump others  
## 1 California 55 61.7 31.6 6.7  
## 2 Texas 38 43.2 52.2 4.5  
## 3 Florida 29 47.8 49.0 3.2  
## 4 New York 29 59.0 36.5 4.5  
## 5 Illinois 20 55.8 38.8 5.4  
## 6 Pennsylvania 20 47.9 48.6 3.6

*Code: Computing the average and standard deviation for each state*

results <- polls\_us\_election\_2016 %>%  
 filter(state != "U.S." &  
 !grepl("CD", "state") &  
 enddate >= "2016-10-31" &  
 (grade %in% c("A+", "A", "A-", "B+") | is.na(grade))) %>%  
 mutate(spread = rawpoll\_clinton/100 - rawpoll\_trump/100) %>%  
 group\_by(state) %>%  
 summarize(avg = mean(spread), sd = sd(spread), n = n()) %>%  
 mutate(state = as.character(state))  
  
# 10 closest races = battleground states  
results %>% arrange(abs(avg))

## # A tibble: 47 x 4  
## state avg sd n  
## <chr> <dbl> <dbl> <int>  
## 1 Florida 0.00356 0.0163 7  
## 2 North Carolina -0.00730 0.0306 9  
## 3 Ohio -0.0104 0.0252 6  
## 4 Nevada 0.0169 0.0441 7  
## 5 Iowa -0.0197 0.0437 3  
## 6 Michigan 0.0209 0.0203 6  
## 7 Arizona -0.0326 0.0270 9  
## 8 Pennsylvania 0.0353 0.0116 9  
## 9 New Mexico 0.0389 0.0226 6  
## 10 Georgia -0.0448 0.0238 4  
## # ... with 37 more rows

# joining electoral college votes and results  
results <- left\_join(results, results\_us\_election\_2016, by="state")  
  
# states with no polls: note Rhode Island and District of Columbia = Democrat  
results\_us\_election\_2016 %>% filter(!state %in% results$state)

## state electoral\_votes clinton trump others  
## 1 Rhode Island 4 54.4 38.9 6.7  
## 2 Alaska 3 36.6 51.3 12.2  
## 3 Wyoming 3 21.9 68.2 10.0  
## 4 District of Columbia 3 90.9 4.1 5.0

# assigns sd to states with just one poll as median of other sd values  
results <- results %>%  
 mutate(sd = ifelse(is.na(sd), median(results$sd, na.rm = TRUE), sd))

*Code: Calculating the posterior mean and posterior standard error*

mu <- 0  
tau <- 0.02  
results %>% mutate(sigma = sd/sqrt(n),  
 B = sigma^2/ (sigma^2 + tau^2),  
 posterior\_mean = B\*mu + (1-B)\*avg,  
 posterior\_se = sqrt( 1 / (1/sigma^2 + 1/tau^2))) %>%  
 arrange(abs(posterior\_mean))

## # A tibble: 47 x 12  
## state avg sd n electoral\_votes clinton trump others sigma  
## <chr> <dbl> <dbl> <int> <int> <dbl> <dbl> <dbl> <dbl>  
## 1 Florida 0.00356 0.0163 7 29 47.8 49 3.2 0.00618  
## 2 North Car~ -0.00730 0.0306 9 15 46.2 49.8 4 0.0102   
## 3 Iowa -0.0197 0.0437 3 6 41.7 51.1 7.1 0.0252   
## 4 Ohio -0.0104 0.0252 6 18 43.5 51.7 4.8 0.0103   
## 5 Nevada 0.0169 0.0441 7 6 47.9 45.5 6.6 0.0167   
## 6 Michigan 0.0209 0.0203 6 16 47.3 47.5 5.2 0.00827  
## 7 Arizona -0.0326 0.0270 9 11 45.1 48.7 6.2 0.00898  
## 8 New Mexico 0.0389 0.0226 6 5 48.3 40 11.7 0.00921  
## 9 Georgia -0.0448 0.0238 4 16 45.9 51 3.1 0.0119   
## 10 Pennsylva~ 0.0353 0.0116 9 20 47.9 48.6 3.6 0.00387  
## # ... with 37 more rows, and 3 more variables: B <dbl>, posterior\_mean <dbl>,  
## # posterior\_se <dbl>

*Code: Monte Carlo simulation of Election Night results (no general bias)*

mu <- 0  
tau <- 0.02  
clinton\_EV <- replicate(1000, {  
 results %>% mutate(sigma = sd/sqrt(n),  
 B = sigma^2/ (sigma^2 + tau^2),  
 posterior\_mean = B\*mu + (1-B)\*avg,  
 posterior\_se = sqrt( 1 / (1/sigma^2 + 1/tau^2)),  
 simulated\_result = rnorm(length(posterior\_mean), posterior\_mean, posterior\_se),  
 clinton = ifelse(simulated\_result > 0, electoral\_votes, 0)) %>% # award votes if Clinton wins state  
 summarize(clinton = sum(clinton)) %>% # total votes for Clinton  
 .$clinton + 7 # 7 votes for Rhode Island and DC  
})  
mean(clinton\_EV > 269) # over 269 votes wins election

## [1] 0.998

# histogram of outcomes  
data.frame(clinton\_EV) %>%  
 ggplot(aes(clinton\_EV)) +  
 geom\_histogram(binwidth = 1) +  
 geom\_vline(xintercept = 269)
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*Code: Monte Carlo simulation including general bias*

mu <- 0  
tau <- 0.02  
bias\_sd <- 0.03  
clinton\_EV\_2 <- replicate(1000, {  
 results %>% mutate(sigma = sqrt(sd^2/(n) + bias\_sd^2), # added bias\_sd term  
 B = sigma^2/ (sigma^2 + tau^2),  
 posterior\_mean = B\*mu + (1-B)\*avg,  
 posterior\_se = sqrt( 1 / (1/sigma^2 + 1/tau^2)),  
 simulated\_result = rnorm(length(posterior\_mean), posterior\_mean, posterior\_se),  
 clinton = ifelse(simulated\_result > 0, electoral\_votes, 0)) %>% # award votes if Clinton wins state  
 summarize(clinton = sum(clinton)) %>% # total votes for Clinton  
 .$clinton + 7 # 7 votes for Rhode Island and DC  
})  
mean(clinton\_EV\_2 > 269) # over 269 votes wins election

## [1] 0.832

## Forecasting

The textbook for this section is available [here](https://rafalab.github.io/dsbook/models.html#forecasting).

**Key points**

* In poll results, is not fixed over time. Variability within a single pollster comes from time variation.
* In order to forecast, our model must include a bias term to model the time effect.
* Pollsters also try to estimate , the trend of given time using a model like:
* Once we decide on a model, we can use historical data and current data to estimate the necessary parameters to make predictions.

*Code: Variability across one pollster*

# select all national polls by one pollster  
one\_pollster <- polls\_us\_election\_2016 %>%  
 filter(pollster == "Ipsos" & state == "U.S.") %>%  
 mutate(spread = rawpoll\_clinton/100 - rawpoll\_trump/100)  
  
# the observed standard error is higher than theory predicts  
se <- one\_pollster %>%  
 summarize(empirical = sd(spread),  
 theoretical = 2\*sqrt(mean(spread)\*(1-mean(spread))/min(samplesize)))  
se

## empirical theoretical  
## 1 0.04025194 0.03256719

# the distribution of the data is not normal  
one\_pollster %>% ggplot(aes(spread)) +  
 geom\_histogram(binwidth = 0.01, color = "black")
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*Code: Trend across time for several pollsters*

polls\_us\_election\_2016 %>%  
 filter(state == "U.S." & enddate >= "2016-07-01") %>%  
 group\_by(pollster) %>%  
 filter(n() >= 10) %>%  
 ungroup() %>%  
 mutate(spread = rawpoll\_clinton/100 - rawpoll\_trump/100) %>%  
 ggplot(aes(enddate, spread)) +  
 geom\_smooth(method = "loess", span = 0.1) +  
 geom\_point(aes(color = pollster), show.legend = FALSE, alpha = 0.6)

## `geom\_smooth()` using formula 'y ~ x'
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*Code: Plotting raw percentages across time*

polls\_us\_election\_2016 %>%  
 filter(state == "U.S." & enddate >= "2016-07-01") %>%  
 select(enddate, pollster, rawpoll\_clinton, rawpoll\_trump) %>%  
 rename(Clinton = rawpoll\_clinton, Trump = rawpoll\_trump) %>%  
 gather(candidate, percentage, -enddate, -pollster) %>%  
 mutate(candidate = factor(candidate, levels = c("Trump", "Clinton"))) %>%  
 group\_by(pollster) %>%  
 filter(n() >= 10) %>%  
 ungroup() %>%  
 ggplot(aes(enddate, percentage, color = candidate)) +  
 geom\_point(show.legend = FALSE, alpha = 0.4) +  
 geom\_smooth(method = "loess", span = 0.15) +  
 scale\_y\_continuous(limits = c(30, 50))

## `geom\_smooth()` using formula 'y ~ x'

## Warning: Removed 22 rows containing non-finite values (stat\_smooth).

## Warning: Removed 22 rows containing missing values (geom\_point).
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## Assessment - Election Forecasting

1. For each poll in the polling data set, use the CLT to create a 95% confidence interval for the spread.

Create a new table called cis that contains columns for the lower and upper limits of the confidence intervals.

# Create a table called `polls` that filters by state, date, and reports the spread  
polls <- polls\_us\_election\_2016 %>%   
 filter(state != "U.S." & enddate >= "2016-10-31") %>%   
 mutate(spread = rawpoll\_clinton/100 - rawpoll\_trump/100)  
  
# Create an object called `cis` that has the columns indicated in the instructions  
cis <- polls %>% mutate(X\_hat = (spread+1)/2, se = 2\*sqrt(X\_hat\*(1-X\_hat)/samplesize), lower = spread - qnorm(0.975)\*se, upper = spread + qnorm(0.975)\*se) %>% select(state, startdate, enddate, pollster, grade, spread, lower, upper)

1. You can add the final result to the cis table you just created using the left\_join function as shown in the sample code.

Now determine how often the 95% confidence interval includes the actual result.

# Add the actual results to the `cis` data set  
add <- results\_us\_election\_2016 %>% mutate(actual\_spread = clinton/100 - trump/100) %>% select(state, actual\_spread)  
ci\_data <- cis %>% mutate(state = as.character(state)) %>% left\_join(add, by = "state")  
  
# Create an object called `p\_hits` that summarizes the proportion of confidence intervals that contain the actual value. Print this object to the console.  
p\_hits <- ci\_data %>% mutate(hit = lower <= actual\_spread & upper >= actual\_spread) %>% summarize(proportion\_hits = mean(hit))  
p\_hits

## proportion\_hits  
## 1 0.66133

1. Now find the proportion of hits for each pollster.

Show only pollsters with at least 5 polls and order them from best to worst. Show the number of polls conducted by each pollster and the FiveThirtyEight grade of each pollster.

# The `cis` data have already been loaded for you  
add <- results\_us\_election\_2016 %>% mutate(actual\_spread = clinton/100 - trump/100) %>% select(state, actual\_spread)  
ci\_data <- cis %>% mutate(state = as.character(state)) %>% left\_join(add, by = "state")  
  
# Create an object called `p\_hits` that summarizes the proportion of hits for each pollster that has at least 5 polls.  
p\_hits <- ci\_data %>% mutate(hit = lower <= actual\_spread & upper >= actual\_spread) %>% group\_by(pollster) %>% filter(n() >= 5) %>% summarize(proportion\_hits = mean(hit), n = n(), grade = grade[1]) %>% arrange(desc(proportion\_hits))  
p\_hits

## # A tibble: 13 x 4  
## pollster proportion\_hits n grade  
## <fct> <dbl> <int> <fct>  
## 1 Quinnipiac University 1 6 A-   
## 2 Emerson College 0.909 11 B   
## 3 Public Policy Polling 0.889 9 B+   
## 4 University of New Hampshire 0.857 7 B+   
## 5 Ipsos 0.807 119 A-   
## 6 Mitchell Research & Communications 0.8 5 D   
## 7 Gravis Marketing 0.783 23 B-   
## 8 Trafalgar Group 0.778 9 C   
## 9 Rasmussen Reports/Pulse Opinion Research 0.774 31 C+   
## 10 Remington 0.667 9 <NA>   
## 11 Google Consumer Surveys 0.588 102 B   
## 12 SurveyMonkey 0.577 357 C-   
## 13 YouGov 0.544 57 B

1. Repeat the previous exercise, but instead of pollster, stratify by state. Here we can’t show grades.

# The `cis` data have already been loaded for you  
add <- results\_us\_election\_2016 %>% mutate(actual\_spread = clinton/100 - trump/100) %>% select(state, actual\_spread)  
ci\_data <- cis %>% mutate(state = as.character(state)) %>% left\_join(add, by = "state")  
  
# Create an object called `p\_hits` that summarizes the proportion of hits for each state that has more than 5 polls.  
p\_hits <- ci\_data %>% mutate(hit = lower <= actual\_spread & upper >= actual\_spread) %>% group\_by(state) %>% filter(n() >= 5) %>% summarize(proportion\_hits = mean(hit), n = n()) %>% arrange(desc(proportion\_hits))  
p\_hits

## # A tibble: 51 x 3  
## state proportion\_hits n  
## <chr> <dbl> <int>  
## 1 Connecticut 1 13  
## 2 Delaware 1 12  
## 3 Rhode Island 1 10  
## 4 New Mexico 0.941 17  
## 5 Washington 0.933 15  
## 6 Oregon 0.929 14  
## 7 Illinois 0.923 13  
## 8 Nevada 0.923 26  
## 9 Maine 0.917 12  
## 10 Montana 0.917 12  
## # ... with 41 more rows

1. Make a barplot based on the result from the previous exercise.

# The `p\_hits` data have already been loaded for you. Use the `head` function to examine it.  
head(p\_hits)

## # A tibble: 6 x 3  
## state proportion\_hits n  
## <chr> <dbl> <int>  
## 1 Connecticut 1 13  
## 2 Delaware 1 12  
## 3 Rhode Island 1 10  
## 4 New Mexico 0.941 17  
## 5 Washington 0.933 15  
## 6 Oregon 0.929 14

# Make a barplot of the proportion of hits for each state  
p\_hits %>% mutate(state = reorder(state, proportion\_hits)) %>%  
 ggplot(aes(state, proportion\_hits)) +   
 geom\_bar(stat = "identity") +  
 coord\_flip()
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1. Even if a forecaster’s confidence interval is incorrect, the overall predictions will do better if they correctly called the right winner.

Add two columns to the cis table by computing, for each poll, the difference between the predicted spread and the actual spread, and define a column hit that is true if the signs are the same.

# The `cis` data have already been loaded. Examine it using the `head` function.  
head(cis)

## state startdate enddate pollster grade spread  
## 1 New Mexico 2016-11-06 2016-11-06 Zia Poll <NA> 0.02  
## 2 Virginia 2016-11-03 2016-11-04 Public Policy Polling B+ 0.05  
## 3 Iowa 2016-11-01 2016-11-04 Selzer & Company A+ -0.07  
## 4 Wisconsin 2016-10-26 2016-10-31 Marquette University A 0.06  
## 5 North Carolina 2016-11-04 2016-11-06 Siena College A 0.00  
## 6 Georgia 2016-11-06 2016-11-06 Landmark Communications B -0.03  
## lower upper  
## 1 -0.001331221 0.0413312213  
## 2 -0.005634504 0.1056345040  
## 3 -0.139125210 -0.0008747905  
## 4 0.004774064 0.1152259363  
## 5 -0.069295191 0.0692951912  
## 6 -0.086553820 0.0265538203

# Create an object called `errors` that calculates the difference between the predicted and actual spread and indicates if the correct winner was predicted  
errors <- cis %>% mutate(error = spread - ci\_data$actual\_spread, hit = sign(spread) == sign(ci\_data$actual\_spread))  
  
# Examine the last 6 rows of `errors`  
tail(errors)

## state startdate enddate pollster grade spread  
## 807 Utah 2016-10-04 2016-11-06 YouGov B -0.0910  
## 808 Utah 2016-10-25 2016-10-31 Google Consumer Surveys B -0.0121  
## 809 South Dakota 2016-10-28 2016-11-02 Ipsos A- -0.1875  
## 810 Washington 2016-10-21 2016-11-02 Ipsos A- 0.0838  
## 811 Utah 2016-11-01 2016-11-07 Google Consumer Surveys B -0.1372  
## 812 Oregon 2016-10-21 2016-11-02 Ipsos A- 0.0905  
## lower upper error hit  
## 807 -0.1660704570 -0.01592954 0.0890 TRUE  
## 808 -0.1373083389 0.11310834 0.1679 TRUE  
## 809 -0.3351563485 -0.03984365 0.1105 TRUE  
## 810 -0.0004028265 0.16800283 -0.0782 TRUE  
## 811 -0.2519991224 -0.02240088 0.0428 TRUE  
## 812 -0.0019261469 0.18292615 -0.0195 TRUE

1. Create an object called p\_hits that contains the proportion of instances when the sign of the actual spread matches the predicted spread for states with 5 or more polls.

Make a barplot based on the result from the previous exercise that shows the proportion of times the sign of the spread matched the actual result for the data in p\_hits.

# Create an object called `errors` that calculates the difference between the predicted and actual spread and indicates if the correct winner was predicted  
errors <- cis %>% mutate(error = spread - ci\_data$actual\_spread, hit = sign(spread) == sign(ci\_data$actual\_spread))  
  
# Create an object called `p\_hits` that summarizes the proportion of hits for each state that has 5 or more polls  
p\_hits <- errors %>% group\_by(state) %>% filter(n() >= 5) %>% summarize(proportion\_hits = mean(hit), n = n())  
  
# Make a barplot of the proportion of hits for each state  
p\_hits %>% mutate(state = reorder(state, proportion\_hits)) %>%  
 ggplot(aes(state, proportion\_hits)) +   
 geom\_bar(stat = "identity") +  
 coord\_flip()
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1. In the previous graph, we see that most states’ polls predicted the correct winner 100% of the time.

Only a few states polls’ were incorrect more than 25% of the time. Wisconsin got every single poll wrong. In Pennsylvania and Michigan, more than 90% of the polls had the signs wrong.

Make a histogram of the errors. What is the median of these errors?

# The `errors` data have already been loaded. Examine them using the `head` function.  
head(errors)

## state startdate enddate pollster grade spread  
## 1 New Mexico 2016-11-06 2016-11-06 Zia Poll <NA> 0.02  
## 2 Virginia 2016-11-03 2016-11-04 Public Policy Polling B+ 0.05  
## 3 Iowa 2016-11-01 2016-11-04 Selzer & Company A+ -0.07  
## 4 Wisconsin 2016-10-26 2016-10-31 Marquette University A 0.06  
## 5 North Carolina 2016-11-04 2016-11-06 Siena College A 0.00  
## 6 Georgia 2016-11-06 2016-11-06 Landmark Communications B -0.03  
## lower upper error hit  
## 1 -0.001331221 0.0413312213 -0.063 TRUE  
## 2 -0.005634504 0.1056345040 -0.004 TRUE  
## 3 -0.139125210 -0.0008747905 0.024 TRUE  
## 4 0.004774064 0.1152259363 0.067 FALSE  
## 5 -0.069295191 0.0692951912 0.036 FALSE  
## 6 -0.086553820 0.0265538203 0.021 TRUE

# Generate a histogram of the error  
hist(errors$error)
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# Calculate the median of the errors. Print this value to the console.  
median(errors$error)

## [1] 0.037

1. We see that, at the state level, the median error was slightly in favor of Clinton. The distribution is not centered at 0, but at 0.037. This value represents the general bias we described in an earlier section.

Create a boxplot to examine if the bias was general to all states or if it affected some states differently. Filter the data to include only pollsters with grades B+ or higher.

# The `errors` data have already been loaded. Examine them using the `head` function.  
head(errors)

## state startdate enddate pollster grade spread  
## 1 New Mexico 2016-11-06 2016-11-06 Zia Poll <NA> 0.02  
## 2 Virginia 2016-11-03 2016-11-04 Public Policy Polling B+ 0.05  
## 3 Iowa 2016-11-01 2016-11-04 Selzer & Company A+ -0.07  
## 4 Wisconsin 2016-10-26 2016-10-31 Marquette University A 0.06  
## 5 North Carolina 2016-11-04 2016-11-06 Siena College A 0.00  
## 6 Georgia 2016-11-06 2016-11-06 Landmark Communications B -0.03  
## lower upper error hit  
## 1 -0.001331221 0.0413312213 -0.063 TRUE  
## 2 -0.005634504 0.1056345040 -0.004 TRUE  
## 3 -0.139125210 -0.0008747905 0.024 TRUE  
## 4 0.004774064 0.1152259363 0.067 FALSE  
## 5 -0.069295191 0.0692951912 0.036 FALSE  
## 6 -0.086553820 0.0265538203 0.021 TRUE

# Create a boxplot showing the errors by state for polls with grades B+ or higher  
errors %>% filter(grade %in% c("A+","A","A-","B+") | is.na(grade)) %>% mutate(state = reorder(state, error)) %>% ggplot(aes(state, error)) + geom\_boxplot() + geom\_point()
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1. Some of these states only have a few polls.

Repeat the previous exercise to plot the errors for each state, but only include states with five good polls or more.

# The `errors` data have already been loaded. Examine them using the `head` function.  
head(errors)

## state startdate enddate pollster grade spread  
## 1 New Mexico 2016-11-06 2016-11-06 Zia Poll <NA> 0.02  
## 2 Virginia 2016-11-03 2016-11-04 Public Policy Polling B+ 0.05  
## 3 Iowa 2016-11-01 2016-11-04 Selzer & Company A+ -0.07  
## 4 Wisconsin 2016-10-26 2016-10-31 Marquette University A 0.06  
## 5 North Carolina 2016-11-04 2016-11-06 Siena College A 0.00  
## 6 Georgia 2016-11-06 2016-11-06 Landmark Communications B -0.03  
## lower upper error hit  
## 1 -0.001331221 0.0413312213 -0.063 TRUE  
## 2 -0.005634504 0.1056345040 -0.004 TRUE  
## 3 -0.139125210 -0.0008747905 0.024 TRUE  
## 4 0.004774064 0.1152259363 0.067 FALSE  
## 5 -0.069295191 0.0692951912 0.036 FALSE  
## 6 -0.086553820 0.0265538203 0.021 TRUE

# Create a boxplot showing the errors by state for states with at least 5 polls with grades B+ or higher  
errors %>% filter(grade %in% c("A+","A","A-","B+") | is.na(grade)) %>% group\_by(state) %>% filter(n() >= 5) %>% ungroup() %>%mutate(state = reorder(state, error)) %>% ggplot(aes(state, error)) + geom\_boxplot() + geom\_point()
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## The t-Distribution

The textbook for this section is available [here](https://rafalab.github.io/dsbook/models.html#t-dist).

**Key points**

* In models where we must estimate two parameters, and , the Central Limit Theorem can result in overconfident confidence intervals for sample sizes smaller than approximately 30.
* If the population data are known to follow a normal distribution, theory tells us how much larger to make confidence intervals to account for estimation of .
* Given as an estimate of , then follows a t-distribution with degrees of freedom.
* Degrees of freedom determine the weight of the tails of the distribution. Small values of degrees of freedom lead to increased probabilities of extreme values.
* We can determine confidence intervals using the t-distribution instead of the normal distribution by calculating the desired quantile with the function qt().

*Code: Calculating 95% confidence intervals with the t-distribution*

z <- qt(0.975, nrow(one\_poll\_per\_pollster) - 1)  
one\_poll\_per\_pollster %>%  
 summarize(avg = mean(spread), moe = z\*sd(spread)/sqrt(length(spread))) %>%  
 mutate(start = avg - moe, end = avg + moe)

## # A tibble: 1 x 4  
## avg moe start end  
## <dbl> <dbl> <dbl> <dbl>  
## 1 0.0290 0.0134 0.0156 0.0424

# quantile from t-distribution versus normal distribution  
qt(0.975, 14) # 14 = nrow(one\_poll\_per\_pollster) - 1

## [1] 2.144787

qnorm(0.975)

## [1] 1.959964

## Assessment - The t-Distribution

1. We know that, with a normal distribution, only 5% of values are more than 2 standard deviations away from the mean.

Calculate the probability of seeing t-distributed random variables being more than 2 in absolute value when the degrees of freedom are 3.

# Calculate the probability of seeing t-distributed random variables being more than 2 in absolute value when 'df = 3'.  
1 - pt(2, df = 3) + pt(-2, df = 3)

## [1] 0.139326

1. Now use sapply to compute the same probability for degrees of freedom from 3 to 50.

Make a plot and notice when this probability converges to the normal distribution’s 5%.

# Generate a vector 'df' that contains a sequence of numbers from 3 to 50  
df <- c(3:50)  
  
# Make a function called 'pt\_func' that calculates the probability that a value is more than |2| for any degrees of freedom   
pt\_function <- function(f) {  
1 - pt(2, f) + pt(-2, f)  
}  
  
# Generate a vector 'probs' that uses the `pt\_func` function to calculate the probabilities  
probs <- sapply(df, pt\_function)  
  
# Plot 'df' on the x-axis and 'probs' on the y-axis  
plot(df, probs)
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1. In a previous section, we repeatedly took random samples of 50 heights from a distribution of heights.

We noticed that about 95% of the samples had confidence intervals spanning the true population mean.

Re-do this Monte Carlo simulation, but now instead of , use . Notice what happens to the proportion of hits.

# Use the sample code to generate 'x', a vector of male heights  
x <- heights %>% filter(sex == "Male") %>%  
 .$height  
  
# Create variables for the mean height 'mu', the sample size 'N', and the number of times the simulation should run 'B'  
mu <- mean(x)  
N <- 15  
B <- 10000  
  
# Use the `set.seed` function to make sure your answer matches the expected result after random sampling  
set.seed(1)  
  
# Generate a logical vector 'res' that contains the results of the simulations  
res <- replicate(B, {  
X <- sample(x, N, replace = TRUE)  
interval <- mean(X) + c(-1,1)\*qnorm(0.975)\*sd(X)/sqrt(N)  
between(mu, interval[1], interval[2])  
}  
)  
  
# Calculate the proportion of times the simulation produced values within the 95% confidence interval. Print this value to the console.  
p\_hit <- mean(res)  
p\_hit

## [1] 0.9331

1. is not that big. We know that heights are normally distributed, so the t-distribution should apply.

Repeat the previous Monte Carlo simulation using the t-distribution instead of using the normal distribution to construct the confidence intervals.

What are the proportion of 95% confidence intervals that span the actual mean height now?

# The vector of filtered heights 'x' has already been loaded for you. Calculate the mean.  
mu <- mean(x)  
  
# Use the same sampling parameters as in the previous exercise.  
set.seed(1)  
N <- 15  
B <- 10000  
  
# Generate a logical vector 'res' that contains the results of the simulations using the t-distribution  
res <- replicate(B, {  
X <- sample(x, N, replace = TRUE)  
interval <- mean(X) + c(-1,1)\*qt(0.975, N - 1) \* sd(X) / sqrt(N)  
between(mu, interval[1], interval[2])  
}  
)  
  
# Calculate the proportion of times the simulation produced values within the 95% confidence interval. Print this value to the console.  
p\_hit <- mean(res)  
p\_hit

## [1] 0.9512

1. Why did the t-distribution confidence intervals work so much better?

* ☒ A. The t-distribution takes the variability into account and generates larger confidence intervals.
* ☐ B. Because the t-distribution shifts the intervals in the direction towards the actual mean.
* ☐ C. This was just a chance occurrence. If we run it again, the CLT will work better.
* ☐ D. The t-distribution is always a better approximation than the normal distribution.

# Section 7 Overview

In Section 7, you will learn how to use association and chi-squared tests to perform inference for binary, categorical, and ordinal data through an example looking at research funding rates.

After completing Section 7, you will be able to:

* Use association and chi-squared tests to perform inference on binary, categorical, and ordinal data.
* Calculate an odds ratio to get an idea of the magnitude of an observed effect.

## Association Tests

The textbook for this section is available [here](https://rafalab.github.io/dsbook/inference.html#association-tests) up to and including the [textbook section](https://rafalab.github.io/dsbook/inference.html#two-by-two-tables) on two-by-two tables.

**Key points**

* We learn how to determine the probability that an observation is due to random variability given categorical, binary or ordinal data.
* Fisher’s exact test determines the p-value as the probability of observing an outcome as extreme or more extreme than the observed outcome given the null distribution.
* Data from a binary experiment are often summarized in *two-by-two tables*.
* The p-value can be calculated from a two-by-two table using Fisher’s exact test with the function fisher.test().

*Code: Research funding rates example*

# load and inspect research funding rates object  
data(research\_funding\_rates)  
research\_funding\_rates

## discipline applications\_total applications\_men applications\_women  
## 1 Chemical sciences 122 83 39  
## 2 Physical sciences 174 135 39  
## 3 Physics 76 67 9  
## 4 Humanities 396 230 166  
## 5 Technical sciences 251 189 62  
## 6 Interdisciplinary 183 105 78  
## 7 Earth/life sciences 282 156 126  
## 8 Social sciences 834 425 409  
## 9 Medical sciences 505 245 260  
## awards\_total awards\_men awards\_women success\_rates\_total success\_rates\_men  
## 1 32 22 10 26.2 26.5  
## 2 35 26 9 20.1 19.3  
## 3 20 18 2 26.3 26.9  
## 4 65 33 32 16.4 14.3  
## 5 43 30 13 17.1 15.9  
## 6 29 12 17 15.8 11.4  
## 7 56 38 18 19.9 24.4  
## 8 112 65 47 13.4 15.3  
## 9 75 46 29 14.9 18.8  
## success\_rates\_women  
## 1 25.6  
## 2 23.1  
## 3 22.2  
## 4 19.3  
## 5 21.0  
## 6 21.8  
## 7 14.3  
## 8 11.5  
## 9 11.2

# compute totals that were successful or not successful  
totals <- research\_funding\_rates %>%  
 select(-discipline) %>%  
 summarize\_all(funs(sum)) %>%  
 summarize(yes\_men = awards\_men,  
 no\_men = applications\_men - awards\_men,  
 yes\_women = awards\_women,  
 no\_women = applications\_women - awards\_women)

## Warning: `funs()` was deprecated in dplyr 0.8.0.  
## Please use a list of either functions or lambdas:   
##   
## # Simple named list:   
## list(mean = mean, median = median)  
##   
## # Auto named with `tibble::lst()`:   
## tibble::lst(mean, median)  
##   
## # Using lambdas  
## list(~ mean(., trim = .2), ~ median(., na.rm = TRUE))

# compare percentage of men/women with awards  
totals %>% summarize(percent\_men = yes\_men/(yes\_men + no\_men),  
 percent\_women = yes\_women/(yes\_women + no\_women))

## percent\_men percent\_women  
## 1 0.17737 0.1489899

*Code: Two-by-two table and p-value for the Lady Tasting Tea problem*

tab <- matrix(c(3,1,1,3), 2, 2)  
rownames(tab) <- c("Poured Before", "Poured After")  
colnames(tab) <- c("Guessed Before", "Guessed After")  
tab

## Guessed Before Guessed After  
## Poured Before 3 1  
## Poured After 1 3

# p-value calculation with Fisher's Exact Test  
fisher.test(tab, alternative = "greater")

##   
## Fisher's Exact Test for Count Data  
##   
## data: tab  
## p-value = 0.2429  
## alternative hypothesis: true odds ratio is greater than 1  
## 95 percent confidence interval:  
## 0.3135693 Inf  
## sample estimates:  
## odds ratio   
## 6.408309

## Chi-Squared Tests

The textbook for this section is available [here](https://rafalab.github.io/dsbook/inference.html#chi-square-test) and [here](https://rafalab.github.io/dsbook/inference.html#odds-ratio).

**Key points**

* If the sums of the rows and the sums of the columns in the two-by-two table are fixed, then the hypergeometric distribution and Fisher’s exact test can be used. Otherwise, we must use the chi-squared test.
* The *chi-squared test* compares the observed two-by-two table to the two-by-two table expected by the null hypothesis and asks how likely it is that we see a deviation as large as observed or larger by chance.
* The function chisq.test() takes a two-by-two table and returns the p-value from the chi-squared test.
* The *odds ratio* states how many times larger the odds of an outcome are for one group relative to another group.
* A small p-value does not imply a large odds ratio. If a finding has a small p-value but also a small odds ratio, it may not be a practically significant or scientifically significant finding.
* Because the odds ratio is a ratio of ratios, there is no simple way to use the Central Limit Theorem to compute confidence intervals. There are advanced methods for computing confidence intervals for odds ratios that we do not discuss here.

*Code: Chi-squared test*

# compute overall funding rate  
funding\_rate <- totals %>%  
 summarize(percent\_total = (yes\_men + yes\_women) / (yes\_men + no\_men + yes\_women + no\_women)) %>%  
 .$percent\_total  
funding\_rate

## [1] 0.1654269

# construct two-by-two table for observed data  
two\_by\_two <- tibble(awarded = c("no", "yes"),  
 men = c(totals$no\_men, totals$yes\_men),  
 women = c(totals$no\_women, totals$yes\_women))  
two\_by\_two

## # A tibble: 2 x 3  
## awarded men women  
## <chr> <dbl> <dbl>  
## 1 no 1345 1011  
## 2 yes 290 177

# compute null hypothesis two-by-two table  
tibble(awarded = c("no", "yes"),  
 men = (totals$no\_men + totals$yes\_men) \* c(1-funding\_rate, funding\_rate),  
 women = (totals$no\_women + totals$yes\_women) \* c(1-funding\_rate, funding\_rate))

## # A tibble: 2 x 3  
## awarded men women  
## <chr> <dbl> <dbl>  
## 1 no 1365. 991.  
## 2 yes 270. 197.

# chi-squared test  
chisq\_test <- two\_by\_two %>%  
 select(-awarded) %>% chisq.test()  
chisq\_test$p.value

## [1] 0.05091372

*Code: Odds ratio*

# odds of getting funding for men  
odds\_men <- (two\_by\_two$men[2] / sum(two\_by\_two$men)) /  
 (two\_by\_two$men[1] / sum(two\_by\_two$men))  
  
# odds of getting funding for women  
odds\_women <- (two\_by\_two$women[2] / sum(two\_by\_two$women)) /  
 (two\_by\_two$women[1] / sum(two\_by\_two$women))  
  
# odds ratio - how many times larger odds are for men than women  
odds\_men/odds\_women

## [1] 1.231554

Code: p-value and odds ratio responses to increasing sample size

# multiplying all observations by 10 decreases p-value without changing odds ratio  
two\_by\_two %>%  
 select(-awarded) %>%  
 mutate(men = men\*10, women = women\*10) %>%  
 chisq.test()

##   
## Pearson's Chi-squared test with Yates' continuity correction  
##   
## data: .  
## X-squared = 39.935, df = 1, p-value = 2.625e-10

## Assessment - Association and Chi-Squared Tests

1. In a previous exercise, we determined whether or not each poll predicted the correct winner for their state in the 2016 U.S. presidential election.

Each poll was also assigned a grade by the poll aggregator. Now we’re going to determine if polls rated A- made better predictions than polls rated C-.

In this exercise, filter the errors data for just polls with grades A- and C-. Calculate the proportion of times each grade of poll predicted the correct winner.

# The 'errors' data have already been loaded. Examine them using the `head` function.  
head(errors)

## state startdate enddate pollster grade spread  
## 1 New Mexico 2016-11-06 2016-11-06 Zia Poll <NA> 0.02  
## 2 Virginia 2016-11-03 2016-11-04 Public Policy Polling B+ 0.05  
## 3 Iowa 2016-11-01 2016-11-04 Selzer & Company A+ -0.07  
## 4 Wisconsin 2016-10-26 2016-10-31 Marquette University A 0.06  
## 5 North Carolina 2016-11-04 2016-11-06 Siena College A 0.00  
## 6 Georgia 2016-11-06 2016-11-06 Landmark Communications B -0.03  
## lower upper error hit  
## 1 -0.001331221 0.0413312213 -0.063 TRUE  
## 2 -0.005634504 0.1056345040 -0.004 TRUE  
## 3 -0.139125210 -0.0008747905 0.024 TRUE  
## 4 0.004774064 0.1152259363 0.067 FALSE  
## 5 -0.069295191 0.0692951912 0.036 FALSE  
## 6 -0.086553820 0.0265538203 0.021 TRUE

# Generate an object called 'totals' that contains the numbers of good and bad predictions for polls rated A- and C-  
totals <- errors %>% filter(grade %in% c("A-", "C-")) %>%  
 group\_by(grade,hit) %>% summarize(num = n()) %>% spread(grade, num)

## `summarise()` has grouped output by 'grade'. You can override using the `.groups` argument.

totals

## # A tibble: 2 x 3  
## hit `C-` `A-`  
## <lgl> <int> <int>  
## 1 FALSE 50 26  
## 2 TRUE 311 106

# Print the proportion of hits for grade A- polls to the console  
p\_hitA <- totals[[2,3]]/sum(totals[[3]])  
p\_hitA

## [1] 0.8030303

# Print the proportion of hits for grade C- polls to the console  
p\_hitC <- totals[[2,2]]/sum(totals[[2]])  
p\_hitC

## [1] 0.8614958

1. We found that the A- polls predicted the correct winner about 80% of the time in their states and C- polls predicted the correct winner about 86% of the time.

Use a chi-squared test to determine if these proportions are different.

# The 'totals' data have already been loaded. Examine them using the `head` function.  
head(totals)

## # A tibble: 2 x 3  
## hit `C-` `A-`  
## <lgl> <int> <int>  
## 1 FALSE 50 26  
## 2 TRUE 311 106

# Perform a chi-squared test on the hit data. Save the results as an object called 'chisq\_test'.  
chisq\_test <- totals %>%  
 select(-hit) %>% chisq.test()  
  
# Print the p-value of the chi-squared test to the console  
chisq\_test$p.value

## [1] 0.1467902

1. It doesn’t look like the grade A- polls performed significantly differently than the grade C- polls in their states.

Calculate the odds ratio to determine the magnitude of the difference in performance between these two grades of polls.

# The 'totals' data have already been loaded. Examine them using the `head` function.  
head(totals)

## # A tibble: 2 x 3  
## hit `C-` `A-`  
## <lgl> <int> <int>  
## 1 FALSE 50 26  
## 2 TRUE 311 106

# Generate a variable called `odds\_C` that contains the odds of getting the prediction right for grade C- polls  
odds\_C <- (totals[[2,2]] / sum(totals[[2]])) /   
 (totals[[1,2]] / sum(totals[[2]]))  
  
# Generate a variable called `odds\_A` that contains the odds of getting the prediction right for grade A- polls  
odds\_A <- (totals[[2,3]] / sum(totals[[3]])) /  
 (totals[[1,3]] / sum(totals[[3]]))  
  
# Calculate the odds ratio to determine how many times larger the odds ratio is for grade A- polls than grade C- polls  
odds\_A/odds\_C

## [1] 0.6554539

1. We did not find meaningful differences between the poll results from grade A- and grade C- polls in this subset of the data, which only contains polls for about a week before the election.

Imagine we expanded our analysis to include all election polls and we repeat our analysis. In this hypothetical scenario, we get that the p-value for the difference in prediction success if 0.0015 and the odds ratio describing the effect size of the performance of grade A- over grade B- polls is 1.07.

Based on what we learned in the last section, which statement reflects the best interpretation of this result?

* ☐ A. The p-value is below 0.05, so there is a significant difference. Grade A- polls are significantly better at predicting winners.
* ☐ B. The p-value is too close to 0.05 to call this a significant difference. We do not observe a difference in performance.
* ☒ C. The p-value is below 0.05, but the odds ratio is very close to 1. There is not a scientifically significant difference in performance.
* ☐ D. The p-value is below 0.05 and the odds ratio indicates that grade A- polls perform significantly better than grade C- polls.

## Comprehensive Assessment: Brexit

## Brexit poll analysis - Part 1

**Directions**

There are 12 multi-part problems in this comprehensive assessment that review concepts from the entire course. The problems are split over 3 pages. Make sure you read the instructions carefully and run all pre-exercise code.

For numeric entry problems, you have 10 attempts to input the correct answer. For true/false problems, you have 2 attempts.

If you have questions, visit the “Brexit poll analysis” discussion forum that follows the assessment.

*IMPORTANT*: Some of these exercises use **dslabs** datasets that were added in a July 2019 update. Make sure your package is up to date with the command install.packages("dslabs").

**Overview**

In June 2016, the United Kingdom (UK) held a referendum to determine whether the country would “Remain” in the European Union (EU) or “Leave” the EU. This referendum is commonly known as Brexit. Although the media and others interpreted poll results as forecasting “Remain” (), the actual proportion that voted “Remain” was only 48.1% () and the UK thus voted to leave the EU. Pollsters in the UK were criticized for overestimating support for “Remain”.

In this project, you will analyze real Brexit polling data to develop polling models to forecast Brexit results. You will write your own code in R and enter the answers on the edX platform.

**Important definitions**

***Data Import***

Import the brexit\_polls polling data from the **dslabs** package and set options for the analysis:

# suggested options  
options(digits = 3)  
  
# load brexit\_polls object  
data(brexit\_polls)

***Final Brexit parameters***

Define as the actual percent voting “Remain” on the Brexit referendum and as the actual spread of the Brexit referendum with “Remain” defined as the positive outcome:

p <- 0.481 # official proportion voting "Remain"  
d <- 2\*p-1 # official spread

#### Question 1: The final proportion of voters choosing “Remain” was p=0.481. Consider a poll with a sample of N=1500 voters.

What is the expected total number of voters in the sample choosing “Remain”?

p <- 0.481  
N <- 1500  
N\*p

## [1] 722

What is the standard error of the total number of voters in the sample choosing “Remain”?

sqrt(N\*p\*(1-p))

## [1] 19.4

What is the expected value of , the proportion of “Remain” voters?

X\_hat <- p  
X\_hat

## [1] 0.481

What is the standard error of , the proportion of “Remain” voters?

sqrt(p\*(1-p)/N)

## [1] 0.0129

What is the expected value of , the spread between the proportion of “Remain” voters and “Leave” voters?

2\*p-1

## [1] -0.038

What is the standard error of , the spread between the proportion of “Remain” voters and “Leave” voters?

2\*sqrt(p\*(1-p)/N)

## [1] 0.0258

#### Question 2: Load and inspect the brexit\_polls dataset from dslabs, which contains actual polling data for the 6 months before the Brexit vote.

Raw proportions of voters preferring “Remain”, “Leave”, and “Undecided” are available (remain, leave, undecided) The spread is also available (spread), which is the difference in the raw proportion of voters choosing “Remain” and the raw proportion choosing “Leave”.

Calculate x\_hat for each poll, the estimate of the proportion of voters choosing “Remain” on the referendum day (), given the observed spread and the relationship . Use mutate() to add a variable x\_hat to the `brexit\_polls object by filling in the skeleton code below:

brexit\_polls <- brexit\_polls %>%  
 mutate(x\_hat = \_\_\_\_\_\_\_\_\_\_)

What is the average of the observed spreads (spread)?

brexit\_polls <- brexit\_polls %>%  
 mutate(x\_hat = (spread+1)/2)  
  
mean(brexit\_polls$spread)

## [1] 0.0201

What is the standard deviation of the observed spreads?

sd(brexit\_polls$spread)

## [1] 0.0588

What is the average of x\_hat, the estimates of the parameter ?

mean(brexit\_polls$x\_hat)

## [1] 0.51

What is the standard deviation of x\_hat?

sd(brexit\_polls$x\_hat)

## [1] 0.0294

#### Question 3: Confidence interval of a Brexit poll

Consider the first poll in brexit\_polls, a YouGov poll run on the same day as the Brexit referendum:

brexit\_polls[1,]

## startdate enddate pollster poll\_type samplesize remain leave undecided  
## 1 2016-06-23 2016-06-23 YouGov Online 4772 0.52 0.48 0  
## spread x\_hat  
## 1 0.04 0.52

Use qnorm to compute the 95% confidence interval for .

What is the lower bound of the 95% confidence interval?

x\_hat <- 0.52  
N <- 4772  
se\_hat <- sqrt(x\_hat\*(1-x\_hat)/N)  
x\_hat - qnorm(.975)\*se\_hat

## [1] 0.506

What is the upper bound of the 95% confidence interval?

x\_hat + qnorm(.975)\*se\_hat

## [1] 0.534

Does the 95% confidence interval predict a winner (does not cover )? Does the 95% confidence interval cover the true value of observed during the referendum?

!between(0.5, x\_hat - qnorm(.975)\*se\_hat, x\_hat + qnorm(.975)\*se\_hat) # predicts winner

## [1] TRUE

between(0.481, x\_hat - qnorm(.975)\*se\_hat, x\_hat + qnorm(.975)\*se\_hat) # does not cover p

## [1] FALSE

* ☐ A. The interval predicts a winner and covers the true value of .
* ☒ B. The interval predicts a winner but does not cover the true value of .
* ☐ C. The interval does not predict a winner but does cover the true value of .
* ☐ D. The interval does not predict a winner and does not cover the true value of .

## Brexit poll analysis - Part 2

#### Question 4: Create the data frame june\_polls containing only Brexit polls ending in June 2016 (enddate of “2016-06-01” and later).

We will calculate confidence intervals for all polls and determine how many cover the true value of .

First, use mutate() to calculate a plug-in estimate se\_x\_hat for the standard error of the estimate for each poll given its sample size and value of (x\_hat). Second, use mutate() to calculate an estimate for the standard error of the spread for each poll given the value of se\_x\_hat. Then, use mutate() to calculate upper and lower bounds for 95% confidence intervals of the spread. Last, add a column hit that indicates whether the confidence interval for each poll covers the correct spread .

How many polls are in june\_polls?

june\_polls <- brexit\_polls %>%  
 filter(enddate >= "2016-06-01")  
 nrow(june\_polls)

## [1] 32

What proportion of polls have a confidence interval that covers the value 0?

june\_polls <- june\_polls %>%  
 mutate(se\_x\_hat = sqrt(x\_hat\*(1-x\_hat)/samplesize),  
 se\_spread = 2\*se\_x\_hat,  
 ci\_lower\_spread = spread - qnorm(0.975)\*se\_spread,  
 ci\_upper\_spread = spread + qnorm(0.975)\*se\_spread)  
 mean(june\_polls$ci\_lower\_spread < 0 & june\_polls$ci\_upper\_spread > 0)

## [1] 0.625

What proportion of polls predict “Remain” (confidence interval entirely above 0)?

mean(june\_polls$ci\_lower\_spread > 0)

## [1] 0.125

What proportion of polls have a confidence interval covering the true value of ?

june\_polls <- june\_polls %>%  
 mutate(hit = (2\*p-1 > ci\_lower\_spread) & (2\*p-1 < ci\_upper\_spread))  
 mean(june\_polls$hit)

## [1] 0.562

#### Question 5: Group and summarize the june\_polls object by pollster to find the proportion of hits for each pollster and the number of polls per pollster.

Use arrange() to sort by hit rate.

june\_polls %>%  
 group\_by(pollster) %>%  
 summarize(hit\_rate=mean(hit), n()) %>%  
 arrange(hit\_rate)

## # A tibble: 12 x 3  
## pollster hit\_rate `n()`  
## <fct> <dbl> <int>  
## 1 BMG Research 0 2  
## 2 ORB/Telegraph 0 1  
## 3 Populus 0 1  
## 4 ComRes 0.333 3  
## 5 Ipsos MORI 0.5 2  
## 6 Survation 0.5 2  
## 7 YouGov 0.556 9  
## 8 Opinium 0.667 3  
## 9 ORB 0.667 3  
## 10 ICM 1 3  
## 11 Survation/IG Group 1 1  
## 12 TNS 1 2

Which of the following are TRUE?

* ☐ A. Unbiased polls and pollsters will theoretically cover the correct value of the spread 50% of the time.
* ☐ B. Only one pollster had a 100% success rate in generating confidence intervals that covered the correct value of the spread.
* ☐ C. The pollster with the highest number of polls covered the correct value of the spread in their confidence interval over 60% of the time.
* ☐ D. All pollsters produced confidence intervals covering the correct spread in at least 1 of their polls.
* ☒ E. The results are consistent with a large general bias that affects all pollsters.

#### Question 6: Boxplot of Brexit polls by poll type

Make a boxplot of the spread in june\_polls by poll type.

june\_polls %>% group\_by(poll\_type) %>%  
 ggplot(aes(poll\_type,spread)) +  
 geom\_boxplot()
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Which of the following are TRUE?

* ☐ A. Online polls tend to show support for “Remain” (spread > 0).
* ☒ B. Telephone polls tend to show support “Remain” (spread > 0).
* ☒ C. Telephone polls tend to show higher support for “Remain” than online polls (higher spread).
* ☒ D. Online polls have a larger interquartile range (IQR) for the spread than telephone polls, indicating that they are more variable.
* ☒ E. Poll type introduces a bias that affects poll results.

#### Question 7: Calculate the confidence intervals of the spread combined across all polls in june\_polls, grouping by poll type.

Recall that to determine the standard error of the spread, you will need to double the standard error of the estimate.

Use this code (which determines the total sample size per poll type, gives each spread estimate a weight based on the poll’s sample size, and adds an estimate of p from the combined spread) to begin your analysis:

combined\_by\_type <- june\_polls %>%  
 group\_by(poll\_type) %>%  
 summarize(N = sum(samplesize),  
 spread = sum(spread\*samplesize)/N,  
 p\_hat = (spread + 1)/2)

#What is the lower bound of the 95% confidence interval for online voters?

combined\_by\_type <- june\_polls %>%  
 group\_by(poll\_type) %>%  
 summarize(N = sum(samplesize),  
 spread = sum(spread\*samplesize)/N,  
 p\_hat = (spread + 1)/2,  
 se\_spread = 2\*sqrt(p\_hat\*(1-p\_hat)/N),  
 spread\_lower = spread - qnorm(.975)\*se\_spread,  
 spread\_upper = spread + qnorm(.975)\*se\_spread)  
combined\_by\_type %>%  
 filter(poll\_type == "Online") %>%  
 pull(spread\_lower)

## [1] -0.0165

What is the upper bound of the 95% confidence interval for online voters?

combined\_by\_type %>%  
 filter(poll\_type == "Online") %>%  
 pull(spread\_upper)

## [1] 0.00165

#### Question 8: Interpret the confidence intervals for the combined spreads for each poll type calculated in the previous problem.

Which of the following are TRUE about the confidence intervals of the combined spreads for different poll types?

Select ALL correct answers.

* ☒ A. Neither set of combined polls makes a prediction about the outcome of the Brexit referendum (a prediction is possible if a confidence interval does not cover 0).
* ☐ B. The confidence interval for online polls is larger than the confidence interval for telephone polls.
* ☒ C. The confidence interval for telephone polls is covers more positive values than the confidence interval for online polls.
* ☐ D. The confidence intervals for different poll types do not overlap.
* ☒ E. Neither confidence interval covers the true value of 𝑑=−0.038.

## Brexit poll analysis - Part 3

#### Question 9: Define brexit\_hit, with the following code, which computes the confidence intervals for all Brexit polls in 2016 and then calculates whether the confidence interval covers the actual value of the spread :

brexit\_hit <- brexit\_polls %>%  
 mutate(p\_hat = (spread + 1)/2,  
 se\_spread = 2\*sqrt(p\_hat\*(1-p\_hat)/samplesize),  
 spread\_lower = spread - qnorm(.975)\*se\_spread,  
 spread\_upper = spread + qnorm(.975)\*se\_spread,  
 hit = spread\_lower < d & spread\_upper > d) %>%  
 select(poll\_type, hit)

Use brexit\_hit to make a two-by-two table of poll type and hit status. Then use the chisq.test() function to perform a chi-squared test to determine whether the difference in hit rate is significant.

What is the p-value of the chi-squared test comparing the hit rate of online and telephone polls?

brexit\_chisq <- table(brexit\_hit$poll\_type, brexit\_hit$hit)  
chisq.test(brexit\_chisq)$p.value

## [1] 0.00101

Determine which poll type has a higher probability of producing a confidence interval that covers the correct value of the spread. Also determine whether this difference is statistically significant at a p-value cutoff of 0.05.

# online > telephone  
hit\_rate <- brexit\_hit %>%  
 group\_by(poll\_type) %>%  
 summarize(avg = mean(hit))  
hit\_rate$avg[hit\_rate$poll\_type == "Online"] > hit\_rate$avg[hit\_rate$poll\_type == "Telephone"]

## [1] TRUE

# statistically significant  
chisq.test(brexit\_chisq)$p.value < 0.05

## [1] TRUE

Which of the following is true?

* ☒ A. Online polls are more likely to cover the correct value of the spread and this difference is statistically significant.
* ☐ B. Online polls are more likely to cover the correct value of the spread, but this difference is not statistically significant.
* ☐ C. Telephone polls are more likely to cover the correct value of the spread and this difference is statistically significant.
* ☐ D. Telephone polls are more likely to cover the correct value of the spread, but this difference is not statistically significant.

#### Question 10: Use the two-by-two table constructed in the previous exercise to calculate the odds ratio between the hit rate of online and telephone polls to determine the magnitude of the difference in performance between the poll types.

Calculate the odds that an online poll generates a confidence interval that covers the actual value of the spread.

# from previous question  
brexit\_chisq <- table(brexit\_hit$poll\_type, brexit\_hit$hit)  
  
# convert to data frame  
chisq\_df <- as.data.frame(brexit\_chisq)  
  
online\_true <- chisq\_df$Freq[chisq\_df$Var1 == "Online" & chisq\_df$Var2 == "TRUE"]  
online\_false <- chisq\_df$Freq[chisq\_df$Var1 == "Online" & chisq\_df$Var2 == "FALSE"]  
  
online\_odds <- online\_true/online\_false  
online\_odds

## [1] 1.3

Calculate the odds that a telephone poll generates a confidence interval that covers the actual value of the spread.

phone\_true <- chisq\_df$Freq[chisq\_df$Var1 == "Telephone" & chisq\_df$Var2 == "TRUE"]  
phone\_false <- chisq\_df$Freq[chisq\_df$Var1 == "Telephone" & chisq\_df$Var2 == "FALSE"]  
  
phone\_odds <- phone\_true/phone\_false  
phone\_odds

## [1] 0.312

Calculate the odds ratio to determine how many times larger the odds are for online polls to hit versus telephone polls.

online\_odds/phone\_odds

## [1] 4.15

#### Question 11: Use brexit\_polls to make a plot of the spread (spread) over time (enddate) colored by poll type (poll\_type).

Use geom\_smooth() with method = "loess" to plot smooth curves with a span of 0.4. Include the individual data points colored by poll type. Add a horizontal line indicating the final value of .

brexit\_polls %>%  
 ggplot(aes(enddate, spread, color = poll\_type)) +  
 geom\_smooth(method = "loess", span = 0.4) +  
 geom\_point() +  
 geom\_hline(aes(yintercept = -.038))

## `geom\_smooth()` using formula 'y ~ x'
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Which of the following plots is correct?

* ☒ B.
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Plotting spread over time

#### Question 12: Use the following code to create the object brexit\_long, which has a column vote containing the three possible votes on a Brexit poll (“remain”, “leave”, “undecided”) and a column proportion containing the raw proportion choosing that vote option on the given poll:

brexit\_long <- brexit\_polls %>%  
 gather(vote, proportion, "remain":"undecided") %>%  
 mutate(vote = factor(vote))

Make a graph of proportion over time colored by vote. Add a smooth trendline with geom\_smooth() and method = "loess" with a span of 0.3.

brexit\_long %>%  
 ggplot(aes(enddate, proportion, col=vote)) +  
 geom\_point() +  
 geom\_smooth(method = "loess", span=0.3)

## `geom\_smooth()` using formula 'y ~ x'
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Which of the following are TRUE?

* ☒ A. The percentage of undecided voters declines over time but is still around 10% throughout June.
* ☒ B. Over most of the date range, the confidence bands for “Leave” and “Remain” overlap.
* ☒ C. Over most of the date range, the confidence bands for “Leave” and “Remain” are below 50%.
* ☒ D. In the first half of June, “Leave” was polling higher than “Remain”, although this difference was within the confidence intervals.
* ☐ E. At the time of the election in late June, the percentage voting “Leave” is trending upwards.